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Per–lhyh

Oi suskeuËc periorismËnwn upologistik∏n pÏrwn, Ïpwc ta Ëxupna kinhtà thlËfwna

(smartphones) kai oi foretËc suskeuËc (wearables), apotelo‘n plËon tic basikËc platfÏr-
mec upologistik†c drasthriÏthtac, paràgontac kajhmerinà megàlouc Ïgkouc eua–sjhtwn kai

exatomikeumËnwn dedomËnwn. Ta montËla mhqanik†c màjhshc mporo‘n na axiopoi†soun autà

ta dedomËna se efarmogËc Ïpwc h Ïrash upologist∏n, h epexergas–a fusik†c gl∏ssac kai

h parakolo‘jhsh thc uge–ac.

H paradosiak† leitourg–a mhqanik†c màjhshc bas–zetai sthn kentrik† sullog† dedo-

mËnwn, jËtontac se k–nduno thn idiwtikÏthta twn qrhst∏n kai periorizÏmenh apÏ kanonismo‘c

Ïpwc o GDPR kai o HIPAA.
H Omospondiak† Màjhsh (Federated Learning) prosfËrei mia enallaktik† katanemh-

mËnh prosËggish, Ïpou h ekpa–deush pragmatopoie–tai topikà stic suskeuËc, qwr–c apostol†

dedomËnwn se kentriko‘c diakomistËc. H upàrqousa Ëreuna bas–zetai kur–wc se prosomoi-

∏seic, suqnà parablËpontac prokl†seic tou pragmatiko‘ kÏsmou Ïpwc periorismo– uliko‘,

energeiak† katanàlwsh kai astàjeia dikt‘ou.

H paro‘sa ergas–a ulopoie– Ëna s‘sthma OM gia to prÏblhma thc Anagn∏rishc An-

jr∏pinhc DrasthriÏthtac (Human Activity Recognition), basismËno sto Flower framework,
to opo–o sunton–zei thn ekpa–deush pËnte Android suskeu∏n. H ekpa–deush kai axiolÏghsh
g–netai topikà mËsw TensorFlow Lite, to opo–o uposthr–zei exagwg† problËyewn kai topik†
ekpa–deush se suskeuËc me periorismËnouc pÏrouc.

H peiramatik† axiolÏghsh exetàzei tic basikËc prokl†seic thc OM sthn AAD se treic

àxonec: eterogËneia dedomËnwn, energeiak† apÏdosh kai axiopist–a dikt‘ou. De–qnei Ïti h a-

nisokatanom† kathgori∏n mpore– na mei∏sei thn akr–beia katà >55%, en∏ h me–wsh tou Ïgkou

dedomËnwn anà suskeu† Ëqei mikrÏterh ep–drash. H en–sqush thc topik†c ekpa–deushc me li-

gÏterouc g‘rouc epikoinwn–ac mei∏nei thn katanàlwsh enËrgeiac katà >84%, qwr–c shmantik†

ap∏leia akr–beiac. TËloc, h diale–pousa summetoq† mei∏nei thn apÏdosh Ëwc kai 20%.

H mellontik† Ëreuna mpore– na estiàsei e–te se pio anjektiko‘c algor–jmouc sugq∏neu-

shc (Ïpwc FedProx, SCAFFOLD), e–te sth diere‘nhsh tou ant–ktupou diaforetik∏n arqi-
tektonik∏n montËlwn sth sqËsh apÏdoshc-enËrgeiac.

LËxeic Kleidià

Omospondiak† Màjhsh, Mhqanik† Màjhsh, Anagn∏rish Anjr∏pinhc DrasthriÏthtac,

SuskeuËc periorismËnwn pÏrwn, Topik† ekpa–deush montËlwn, Anisokatanom† kathgori∏n,

Katanàlwsh enËrgeiac, Axiopist–a dikt‘ou, TensorFlow Lite, Flower framework
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Abstract

Edge devices such as smartphones and wearables have become the primary comput-
ing platforms, generating large volumes of sensitive, user-specific data. Machine Learning
(ML) models can utilize this data for tasks in areas like computer vision, natural language
processing, and health monitoring. Traditionally, ML relies on centralized data collection,
but this approach introduces serious privacy risks and is increasingly constrained by regu-
lations such as GDPR and HIPAA. Federated Learning (FL) offers a promising alternative
by addressing privacy concerns through a decentralized training approach, where model
training occurs directly on users devices. This eliminates the need to transmit sensitive
data to a central server. However, most FL research relies in simulation-based studies
using standardized datasets, often neglecting the real-world challenges posed by hardware
limitations, energy constraints, and network instability. This thesis addresses that gap by
implementing a real-world FL system for Human Activity Recognition (HAR), which is a
privacy-sensitive task that leverages sensor data from mobile devices. HAR is selected for
its practical relevance and dependence on data commonly collected by personal devices.
The system uses a Flower-based server coordinating training across five Android smart-
phones, with on-device training and evaluation conducted via TensorFlow Lite (TFLite)
which is one of the few frameworks supporting local updates on mobile hardware.

Through experimental evaluation, the thesis quantifies how key FL challenges impact
HAR across three critical axes: data heterogeneity, energy efficiency, and network relia-
bility. Results show that extreme label imbalance can degrade model accuracy by over
55%. In contrast, when the amount of training data per client is reduced to just 10%,
model’s performance drops by only 2%, indicating the relatively low sensitivity to data
volume imbalance. Energy experiments show that increasing local training on each de-
vice while reducing the number of communication rounds can reduce energy consumption
by over 84% without compromising accuracy. Finally, network experiments reveal that
client dropouts and intermittent participation lead to up to 20% performance loss and
increased training instability, emphasizing the importance of robust aggregation strategies
in real-world deployments.

Keywords

Edge device, Machine Learning, Federated Learning, Human Activity Recognition,
TensorFlow Lite, Flower framework, Data privacy, GDPR, HIPAA, On-device training,
Data heterogeneity, Energy efficiency, Network reliability, Mobile devices, Decentralized
learning, Android, Label imbalance
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Euqarist–ec

Anagnwr–zontac Ïti aut† h ergas–a apotele– proÏn susthmatik†c enasqÏlhshc kai su-

ntonismËnhc douleiàc, ja †jela na apeuj‘nw tic euqarist–ec mou stouc Anjr∏pouc pou

sunËbalan sthn ep–teuxh auto‘ tou skopo‘. Arqikà ja †jela na euqarist†sw ton epiblËpo-

nta kajhght† mou, k‘rio Panagi∏th Tsanàka, pou mou Ëdwse thn eukair–a na katapiast∏ me

Ëna tÏso endiafËron kai poludiàstato jËma. En suneqe–a , ofe–lw tic jermËc mou euqarist–ec

stouc upoy†fiouc didàktorec Ge∏rgioc Drainàkhc kai Panagi∏thc PantazÏpouloc gia thn

amËristh kai diark† upost†rix† touc se Ïla ta stàdia thc ekpÏnhshc thc ergas–ac, d–nontàc

mou shmantik† kajod†ghsh. TËloc ja †jela na euqarist†sw touc diko‘c mou anjr∏pouc

pou me thn katanÏhsh, thn st†rixh kai thn jetik† touc skËyh , sunËbalan sthn ep–teuxh

enÏc akÏma stÏqou mou. 'Oloi oi proanaferÏmenoi, o kàje Ënac apÏ thn dik† tou pleurà

mou Ëdwsan thn jËlhsh kai to Ïrama na suneq–sw na prospaj∏ gia touc stÏqouc kai tic

filodox–ec mou.
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EktetamËnh Ellhnik† Per–lhyh

Ta teleuta–a qrÏnia, oi suskeuËc sta 'Akra tou Dikt‘ou (edge devices) me periori-
smËnouc upologistiko‘c pÏrouc, Ïpwc ta Ëxupna kinhtà thlËfwna (smartphones), oi forhtËc
suskeuËc (wearables) kaj∏c kai oi suskeuËc tou Diadikt‘ou twn Pragmàtwn (Internet of
Things - IoT) Ëqoun kataste– kur–arqec upologistikËc platfÏrmec, qrhsimopoio‘menec ka-
jhmerinà apÏ disekatomm‘ria anjr∏pouc. Oi suskeuËc autËc e–nai exoplismËnec me plhj∏ra

aisjht†rwn, p.q., kàmerec, mikrÏfwna, sust†mata entopismo‘ (Global Positioning System
- GPS), epitaqunsiÏmetra, guroskÏpia kai biometriko‘c anagn∏stec kai paràgoun megàlo
Ïgko proswpik∏n dedomËnwn. Axiopoi∏ntac autËc tic plo‘siec phgËc dedomËnwn, h Mhqani-

k† Màjhsh (Machine Learning - ML) Ëqei epifËrei rizikËc allagËc prosfËrontac apodotikËc
l‘seic se tome–c Ïpwc h uge–a kai ta qrhmatooikonomikà.

'Ena montËlo mhqanik†c màjhshc Ïpwc Ëna baj‘ neurwnikÏ d–ktuo (Deep Neural Net-
work - DNN) ekpaide‘etai tupikà mËsw enÏc kentriko‘ diakomist† (server), o opo–oc sullËgei
to s‘nolo twn dedomËnwn twn qrhst∏n. WstÏso, h prosËggish aut† ege–rei sobarËc anh-

suq–ec sqetikà me thn idiwtikÏthta kai se pollËc peript∏seic den apotele– plËon bi∏simh

l‘sh lÏgw thc ektetamËnhc efarmog†c kanonism∏n, Ïpwc aut†c tou Geniko‘ Kanonismo‘

Prostas–ac DedomËnwn thc Eurwpak†c Epitrop†c (General Data Protection Regulation -
GDPR). AutËc oi anhsuq–ec kaj–stantai akÏmh pio kr–simec Ïtan ta dedomËna Ëqoun àkrwc
proswpikÏ qarakt†ra, Ïpwc ston tomËa thc uge–ac † sta qrhmatooikonomikà, Ïpou efar-

mÏzontai austhrÏteroi kanonismo– Ïpwc o NÏmoc per– ForhtÏthtac kai Logodos–ac sthn

Asfàlish Uge–ac (Health Insurance Portability and Accountability Act - HIPAA).

H Omospondiak† Màjhsh - OM (Federated Learning - FL) Ëqei anadeiqje– wc mia l‘sh
sta upàrqonta probl†mata idiwtikÏthtac, epitrËpontac se pollo‘c upologistiko‘c kÏmbouc

na ekpaide‘soun apÏ koino‘ Ëna montËlo qwr–c na koinopoio‘n ta topikà (proswpik†c f‘shc)

dedomËna. Se uyhlÏ ep–pedo, h Omospondiak† Màjhsh leitourge– (epanalambanÏmena) mËsa

apÏ tr–a basikà b†mata: 1) oi suskeuËc pou summetËqoun (clients) ekpaide‘oun topikà Ëna
koinÏ (genikÏ) mhqanikÏ montËlo qrhsimopoi∏ntac ta idiwtikà touc dedomËna, 2) stËlnoun

tic enhmer∏seic twn epimËrouc montËlwn se Ënan kentrikÏ diakomist† gia sugq∏neush (ag-
gregation) se Ëna nËo genikÏ montËlo, kai 3) o diakomist†c metad–dei to ananewmËno genikÏ
montËlo p–sw stouc summetËqontec gia ton epÏmeno g‘ro ekpa–deushc.

Parà ta pleonekt†mata pou prosfËrei h Omospondiak† Màjhsh, antimetwp–zei basikËc

prokl†seic, Ïpwc h eterogËneia twn suskeu∏n allà kai twn sullegÏmenwn dedomËnwn kaj∏c

h katanom† touc mpore– na diafËrei shmantikà metax‘ twn suskeu∏n. An kai megàlo mËroc

thc ufistàmenhc Ëreunac epikentr∏netai sthn antimet∏pish aut∏n twn zhthmàtwn, suqnà

perior–zetai se melËtec prosomo–wshc pou qrhsimopoio‘n tupopoihmËna s‘nola dedomËnwn

anaforàc, Ïpwc to CIFAR-10. TËtoiec prosegg–seic agnoo‘n ousi∏deic periorismo‘c tou

Diploma Thesis 7



Abstract

pragmatiko‘ kÏsmou, Ïpwc oi periorismËnoi upologistiko– pÏroi, h astàjeia tou dikt‘ou kai

h diàrkeia zw†c thc mpatar–ac. Auto– oi paràgontec e–nai kr–simoi gia thn praktik† efarmog†

thc Omospondiak†c Màjhshc.

H paro‘sa ergas–a uposthr–zei Ïti to qàsma metax‘ prosomo–wshc kai ulopo–hshc

prËpei na kalufje–, prokeimËnou na proqwr†sei h exËlixh thc Omospondiak†c Màjhshc. H

efarmog† thc Omospondiak†c Màjhshc se pragmatikËc suskeuËc (p.q., smartphones), me
th qr†sh miac realistik†c efarmog†c, mpore– na anade–xei th biwsimÏthta tou parade–gma-

toc auto‘ se pragmatikËc sunj†kec, en∏ paràllhla na kajodhg†sei tÏso thn anàptuxh

upodom∏n (federated framework) Ïso kai th beltistopo–hsh twn algor–jmwn sugq∏neushc
(aggregation algorithm).
'Enac idanikÏc tomËac gia th dokim† thc OM se pragmatikËc sunj†kec e–nai to prÏblh-

ma thc Anagn∏rishc Anjr∏pinhc DrasthriÏthtac - AAD (Human Activity Recognition
- HAR). H AAD aforà th diadikas–a autÏmathc an–qneushc kai taxinÏmhshc anjr∏pinwn
sumperifor∏n † drasthriot†twn, axiopoi∏ntac dedomËna aisjht†rwn pou sullËgontai apÏ

suskeuËc Ïpwc smartphones kai wearables. Oi drasthriÏthtec autËc mpore– na kuma–nontai
apÏ aplËc kin†seic (p.q., perpàthma, kajist† stàsh, trËximo) Ëwc pio s‘njetec sumperi-

forËc (p.q., mage–rema, od†ghsh, àskhsh), perilambànontac kai ergas–ec sqetikËc me thn

parakolo‘jhsh thc uge–ac (p.q., anàlush bad–smatoc gia an–qneush pt∏sewn † parakolo-

‘jhsh kardiak∏n palm∏n). Oi efarmogËc thc ston pragmatikÏ kÏsmo e–nai poik–lec kai Ëqoun

apodedeigmËna shmantik† ep–drash se tome–c Ïpwc h ugeionomik† per–jalyh kai h fusik† ka-

tàstash. O eua–sjhtoc qarakt†rac twn dedomËnwn thc AAD kai h megàlh praktik† thc

ax–a thn kajisto‘n katàllhlh gia th qr†sh thc OM. EpiplËon, h AAD mpore– na ulopoih-

je– se upàrqonta smartphones kai smartwatches, ta opo–a diajËtoun †dh touc apara–thtouc
aisjht†rec, gegonÏc pou kajistà th sugkekrimËnh efarmog† idia–tera prosbàsimh.

Gia na diereunhje– h enswmàtwsh thc OM se pragmatikÏ peribàllon, anapt‘qjhke Ëna

pl†rec s‘sthma OM. O diakomist†c ulopoi†jhke me qr†sh tou Flower, enÏc eurËwc dia-
dedomËnou kai anoiqto‘ logismiko‘ OM, sqediasmËnou gia thn upost†rixh ekpa–deushc se

pollaplËc suskeuËc sta àkra tou dikt‘ou (edge devices). To Flower akolouje– thn klasik†
arqitektonik† server-client kai prosfËrei uyhlÏ bajmÏ parametropo–hshc kajist∏ntac to ka-
tàllhlo gia ereunhtik† qr†sh. Sthn pleurà twn suskeu∏n, qrhsimopoi†jhkan smartphones
me leitourgikÏ Android. H ekpa–deush kai axiolÏghsh twn montËlwn pragmatopoio‘ntai
topikà (on-device), me th qr†sh tou TensorFlow Lite (TFLite), enÏc ek twn elàqistwn
ergale–wn pou uposthr–zoun Ïqi mÏno thn exagwg† problËyewn (inference), allà kai thn
topik† ekpa–deush (training) montËlwn se suskeuËc me periorismËnouc pÏrouc. To s‘sthma
perilambànei ep–shc Ëna mËroc proepexergas–ac dedomËnwn, upe‘juno gia thn proetoimas–a

kai dianom† twn sunÏlwn dedomËnwn AAD stouc summetËqontec. Gia thn axiolÏghsh thc

praktik†c biwsimÏthtac thc OM kai thn kal‘terh katanÏhsh twn sumbibasm∏n pou sune-

pàgetai, kàje suskeu† Ëqei prosarmoste– ∏ste na katagràfei diàforec metrikËc kaj’ Ïlh th

diàrkeia thc ekpa–deushc. Oi metrikËc autËc perilambànoun: katanàlwsh enËrgeiac, apÏkri-

sh epikoinwn–ac (communication latency), qrÏno ekpa–deushc kai akr–beia tou montËlou.
Sunolikà, oi metr†seic autËc epitrËpoun mia oloklhrwmËnh axiolÏghsh thc OM se treic

basiko‘c àxonec: apÏdosh, energeiak† apodotikÏthta kai axiopist–a dikt‘ou. En suneqe–a

parousiàzetai analutikÏtera to perieqÏmeno twn enot†twn.
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Abstract

To Kefàlaio 2 jËtei th jewrhtikÏ upÏbajro thc paro‘sac diplwmatik†c. Xekinà me mia

sunoptik† episkÏphsh twn basik∏n arq∏n thc mhqanik†c màjhshc, perilambànontac tic arqËc

thc auto-epopteuÏmenhc màjhshc (supervised learning), th dom† twn neurwnik∏n dikt‘wn,
kaj∏c kai th shmas–a twn uperparamËtrwn (hyper-parameters), Ïpwc o rujmÏc màjhshc
(learning rate), to mËgejoc part–dac (batch size) kai o arijmÏc epoq∏n (epochs).
Idia–terh Ëmfash d–netai stic prokl†seic pou prok‘ptoun apÏ thn ‘parxh eterogen∏n

dedomËnwn (non-independent and identically distributed data - non-IID data), dhlad† se
peript∏seic Ïpou oi katanomËc dedomËnwn diafËroun shmantikà metax‘ twn summeteqÏntwn

suskeu∏n. AutÏ to prÏblhma e–nai idia–tera emfanËc sthn per–ptwsh thc AAD, Ïpou h

sumperiforà tou ekàstote qr†sth prokale– shmantik† diaforopo–hsh sta s†mata twn ai-

sjht†rwn.

EpiplËon, to kefàlaio exetàzei upàrqonta logismikà (Federated Learning frameworks)
gia thn OM, Ïpwc ta TensorFlow Federated, FedML, PySyft kai Flower, axiolog∏ntac ta
me bàsh thn upost†rixh suskeu∏n, thn tekmhr–wsh kai th dunatÏthta epËktashc. H epilog†

tou Flower ofe–letai sth suneq† tou anàptuxh, sth dialeitourgikÏthta metax‘ diaforetik∏n
platform∏n kai sthn upost†rixh summeteqÏntwn suskeu∏n me leitourgikÏ Android.
To kefàlaio oloklhr∏netai me anaskÏphsh prohgo‘menwn sqetik∏n ergasi∏n kai e-

ntop–zei to k‘rio ereunhtikÏ kenÏ: thn apous–a efarmog∏n Omospondiak†c Màjhshc se

pragmatikËc kinhtËc suskeuËc, id–wc se senària pou aforo‘n eua–sjhtec kai idiwtiko‘ qara-

kt†ra efarmogËc Ïpwc h AAD.

To Kefàlaio 3 embaj‘nei sto ped–o tou probl†matoc thc AAD xekin∏ntac me ton

ep–shmo orismÏ tou kai mia episkÏphsh thc shmas–ac tou se efarmogËc tou pragmatiko‘

kÏsmou.

Sth sunËqeia exetàzei tÏso tic endogene–c prokl†seic thc AAD Ïso kai eke–nec pou

sqet–zontai eidikà me thn OM. Oi endogene–c prokl†seic perilambànoun thn anisokatanom†

kathgori∏n (p.q., h drasthriÏthta 'kajist† stàsh' uperantiproswpe‘etai, en∏ h ànàbash

skàlac' e–nai spània), thn omoiÏthta metax‘ kathgori∏n (p.q., 'perpàthma' Ënanti Ëlafro-

‘ trex–matoc') kai thn endokathgorik† metablhtÏthta (p.q., diaforËc ston trÏpo bàdishc

metax‘ qrhst∏n). Ta zht†mata autà periplËkoun thn ekpa–deush kai thn axiolÏghsh twn

montËlwn. ApÏ thn pleurà thc OM, h AAD parousiàzei epiplËon duskol–ec, Ïpwc:

• h exatom–keush (dhlad† h prosarmog† tou montËlou se atomikà qarakthristikà)

• oi allagËc sth sumperiforà twn qrhst∏n me thn pàrodo tou qrÏnou

• h eterogËneia suskeu∏n (diaforetikËc upologistikËc dunatÏthtec metax‘ smartphones
kai wearables)

ShmantikÏ mËroc tou kefala–ou afier∏netai sth diaqe–rish twn dedomËnwn. Parousiàze-

tai mia domhmËnh episkÏphsh thc ro†c epexergas–ac dedomËnwn sthn AAD: apÏ thn apÏkthsh

dedomËnwn mËsw epitaqunsiÏmetrwn kai guroskop–wn, Ëwc ta stàdia proepexergas–ac Ïpwc

h filtrar–smatoc jor‘bou kai kanonikopo–hshc, kaj∏c kai oi teqnikËc tmhmatopo–hshc (seg-
mentation) kai exagwg†c qarakthristik∏n (feature extraction). Parousiàzetai melËth pe-
r–ptwshc tou sunÏlou dedomËnwn UCI HAR, me Ëmfash se teqnikËc Ïpwc filtràrisma mËsw
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diamËsou (median filtering), bajuperatÏ f–ltro Butterworth kai tmhmatopo–hsh me qr†sh
paraj‘rwn (windowed segmentation).
TËloc, to kefàlaio eisàgei ta Ëxi s‘nola dedomËnwn pou qrhsimopoi†jhkan sth di-

plwmatik† ergas–a: UCI HAR, PAMAP2, MHealth, HARSense, PhysioNet, MotionSense.
Kàje s‘nolo epelËgh ∏ste na kal‘ptei Ïlo to fàsma se t‘pouc aisjht†rwn, suqnÏth-

tec deigmatolhy–ac, poluplokÏthta proepexergas–ac kai e‘roc drasthriot†twn. H en lÏgw

poikilomorf–a epitrËpei thn e‘rwsth axiolÏghsh tou sust†matoc OM upÏ diaforetikËc sun-

j†kec dedomËnwn kai sumperifor∏n qrhst∏n.

To Kefàlaio 4 parousiàzei to pl†rec s‘sthma OM pou anapt‘qjhke gia thn axiolÏgh-

sh tou probl†matoc AAD se pragmatikËc suskeuËc sta àkra tou dikt‘ou (edge devices). H
upodom† sqediàsthke me bàsh d‘o jemeli∏deic arqËc: thn epektasimÏthta kai thn taqe–a pei-

ramatik† axiolÏghsh. An kai Ïla ta peiràmata pragmatopoi†jhkan se Android smartphones
qrhsimopoi∏ntac to TFLite, to s‘sthma d‘natai na uposthr–xei eur‘terh epektasimÏthta
se àllec platfÏrmec kai Machine Learning frameworks.
H peiramatik† diàtaxh apotele–tai apÏ Ënan kentrikÏ diakomist† kai pËnte Android

smartphones, Ïla sundedemËna se topikÏ d–ktuoWi-Fi. Oi summetËqontec ektelo‘n mia An-
droid efarmog†, h opo–a diaqeir–zetai thn topik† ekpa–deush kai axiolÏghsh tou montËlou,
en∏ o diakomist†c e–nai upe‘junoc gia th sugq∏neush twn montËlwn, th dianom† twn dedo-

mËnwn kai ton Ëlegqo twn peiramàtwn. Gia thn upost†rixh taqËwn peiramatik∏n k‘klwn, to

s‘sthma perilambànei automatopoihmËna ergale–a gia thn proepexergas–a twn dedomËnwn, th

diamÏrfwsh arqitektonik∏n montËlwn, kai thn katagraf† basik∏n metrik∏n Ïpwc o qrÏnoc

ekpa–deushc, h apÏdosh tou montËlou, h katanàlwsh enËrgeiac kai oi sunj†kec tou dikt‘ou.

M–a apÏ tic basikËc teqnikËc prokl†seic pou antimetwp–sthkan sto sqediasmÏ tou su-

st†matoc †tan h adunam–a tou TFLite na enhmer∏nei tic paramËtrouc twn montËlwn program-
matistikà. AutÏ apa–thse apÏ ton diakomist† na anasunjËtei kai na epanametad–dei olÏklhro

to montËlo se kàje g‘ro, gegonÏc pou dhmiourge– shmantikÏ upologistikÏ kai epikoinwniakÏ

kÏstoc.

H upodom† perilambànei ep–shc Ëna s‘sthma epexergas–ac dedomËnwn (data pipeline),
ikanÏ na prosomoi∏nei diàforec katastàseic anomeiogen∏n dedomËnwn (non-IID) mËsw eleg-
qÏmenhc tmhmatopo–hshc kai dhmiourg–ac anisokatanom†c kathgori∏n. Oi summetËqontec, o

diakomist†c kai to s‘sthma sullog†c metrik∏n (Statistics Collector) sunergàzontai ∏ste na
katast†soun dunat† th susthmatik† axiolÏghsh thc OM. H axiolÏghsh qwr–zetai stic ex†c

kathgor–ec: thn eterogËneia dedomËnwn, thn energeiak† apodotikÏthta kai thn axiopist–a

dikt‘ou.

To Kefàlaio 5 apotele– ton pur†na thc peiramatik†c anàlushc. Parousiàzei mia seirà

apÏ domhmËna peiràmata, me skopÏ thn axiolÏghsh thc ep–drashc twn periorism∏n thc OM

sthn apÏdosh twn montËlwn katà m†koc tri∏n basik∏n axÏnwn: eterogËneia dedomËnwn,

energeiak† apodotikÏthta kai axiopist–a dikt‘ou.

• EterogËneia DedomËnwn: Ta peiràmata prosomoi∏noun diàfora senària non-IID
katanom∏n, perilambànontac parade–gmata anisokatanom†c etiket∏n (class imbalance),
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anisomero‘c Ïgkou dedomËnwn (quantity imbalance) kaj∏c kai ton sunduasmÏ touc.
Endeiktikà, montËla pou ekpaide‘thkan upÏ akra–ec sunj†kec anisokatanom†c etiket∏n

parous–asan me–wsh sthn apÏdosh pou uperËbh to 55%, en∏ h me–wsh tou Ïgkou

dedomËnwn anà summetËqonta sto 10% e–qe wc apotËlesma ap∏leia akr–beiac mÏlic

2%. Ta apotelËsmata autà upodeikn‘oun Ïti h OM e–nai perissÏtero eua–sjhth sthn

katanom† twn etiket∏n, parà ston anisomer† Ïgko dedomËnwn.

• Energeiak† ApodotikÏthta: 'Ena s‘nolo peiramàtwn diere‘nhse th sqËsh me-
tax‘ katanàlwshc enËrgeiac kai apÏdoshc, metabàllontac ton arijmÏ twn topik∏n

epoq∏n ekpa–deushc (local epochs). Me thn a‘xhsh thc topik†c upologistik†c epi-
bàrunshc kai th me–wsh thc suqnÏthtac epikoinwn–ac, h katanàlwsh enËrgeiac mei-

∏jhke Ëwc kai 84%, qwr–c ap∏leiec sthn akr–beia. EpiprÏsjeta peiràmata exËtasan

thn ep–drash thc poluplokÏthtac tou montËlou, apodeikn‘ontac Ïti ta aplà montËla

apod–doun omo–wc me ta s‘njeta, katanal∏nontac shmantikà ligÏterh enËrgeia.

• Axiopist–a dikt‘ou: H ep–drash thc astajo‘c sundesimÏthtac prosomoi∏jhke
mËsw pijanologik†c summetoq†c (probabilistic participation model) summeteqÏntwn
kai mÏnimwn aposundËsewn (permanent dropouts). H diale–pousa summetoq† od†ghse
se me–wsh thc akr–beiac Ëwc kai 20% kai prokàlese astàjeia sth s‘gklish twn mo-

ntËlwn. Ta apotelËsmata autà upogramm–zoun th shmas–a anjektik∏n strathgik∏n

sugq∏neushc (fault-tolerant aggregation).

Sunolikà, ta peiràmata autà prosfËroun mia oloklhrwmËnh eikÏna twn anapÏfeuktwn

sumbibasm∏n pou prok‘ptoun apÏ thn ulopo–hsh thc OM se pragmatikËc sunj†kec. Epi-

plËon, epikur∏noun th qrhstikÏthta thc upodom†c pou anapt‘qjhke sto Kefàlaio 4 kai

prosfËroun praktikà sumperàsmata gia th belt–wsh thc OM se peribàllonta kinht∏n su-

skeu∏n.

To teleuta–o kefàlaio sunjËtei ta eur†mata thc paro‘sac diplwmatik†c ergas–ac.

Apotup∏nontai ep–shc oi periorismo– thc ergas–ac. SugkekrimËna, epishma–netai Ïti h ulo-

po–hsh axiolog†jhke se periorismËnh kl–maka me mÏlic pËnte summetËqontec. EpiplËon den

enswmat∏jhke kàpoioc mhqanismÏc asfalo‘c sugq∏neushc (secure aggregation), en∏ diapi-
st∏netai kai h anàgkh gia beltiwmËnh upost†rixh thc topik†c ekpa–deushc apÏ to TFLite.
TËloc, prote–nontai d‘o basikËc kateuj‘nseic mellontik†c Ëreunac pou aforo‘n: 1) th bel-

t–wsh tou upàrqontoc plais–ou OM pou ekfràzetai kur–wc sthn enswmàtwsh prohgmËnwn

algor–jmwn aggregation kai 2) thn epËktash thc peiramatik†c diere‘nhshc gia na exetasto‘n
pio s‘njetec sumperiforËc thc OM, Ïpwc gia paràdeigma h sqËsh metax‘ thc arqitektonik†c

tou mhqaniko‘ montËlou me thn apÏdosh (akr–beia montËlou) kai to ant–stoiqo energeiakÏ

kÏstoc.
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Chapter 1

Introduction

In recent years, resource-constrained edge devices such as smartphones, wearables
and IoT devices have become the dominant computing platforms, used daily by billions
of people [1]. These devices are equipped with a wide variety of sensors (e.g., cameras,
microphones, GPS, accelerometers, gyroscopes, and biometric readers) and generate large
volume of user-centric and often sensitive data. By leveraging this rich data sources,
Machine Learning (ML) has revolutionized industries such as health, transportation, and
finance. Traditionally, a ML model like deep neural network (DNN) is trained on a central
server by data collected from every edge device [2]. However, this approach poses serious
privacy concerns and in many case it is no longer a sustainable solution due to increasing
legislative pressures such as European Commission’s General Data Protection Regulation
(GDPR) [3]. These concerns are even more critical on cases where data is highly per-
sonal such as health or finance, where there are stricter regulations like Health Insurance
Portability and Accountability Act (HIPAA) [4] which protect the privacy and security of
sensitive health-related information.

Federated Learning (FL) [5] has emerged as a solution to privacy challenges by en-
abling many computing nodes to collaboratively train a model while keeping data private.
At a high level, FL operates by iterating three core steps: i. clients locally update a shared
model on their private data, ii. they send these updates to a central server for aggregation,
and iii. the server broadcasts the updated global model back to clients for the next round
of training. Despite its promise, there are some key challenges such as the heterogeneous
nature of edge devices [6] and the collected data [7] where data distribution can signifi-
cantly vary across devices. While much of the current FL research focuses on addressing
these issues, it is often limited to simulation-based studies using standardized benchmark
datasets such as CIFAR-10 [8]. These setups overlook key real-world constraints such as
limited computational resources, network instability, and battery life which are essential
deploying FL to address practical problems.

This thesis argues that closing the gap between simulation and deployment is essential
for the evolution of FL. Demonstrating FL on real edge devices (e.g smartphones) using
a practical use case can illuminate the real-world feasibility of this paradigm and guide
both infrastructure development and algorithmic advances. An ideal application domain
to test the feasibility of real-world FL is the Human Activity Recognition (HAR) problem
[9]. HAR is the process of automatically detecting and classifying human behaviors or
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activities using sensor data collected from devices such as smartphones and wearables.
These activities can range from simple actions (e.g., walking, sitting, running) to more
complex behaviors (e.g., cooking, driving, exercising), and may also include health-related
monitoring tasks (e.g., gait analysis for fall detection or heart rate tracking for cardiac
conditions). The real-world applications are diverse and have demonstrated significant
impact in domains such as healthcare, fitness, and smart environments. HAR’s privacy-
sensitive data and significant practical value make it an ideal use case for FL. Moreover,
HAR systems can already be deployed on existing smartphones and smartwatches which
are equipped with the necessary sensors, making it an highly accessible testbed.

To explore the integration of FL in a real-world setting, a complete end-to-end FL
system was developed. The server was implemented using Flower [10] which is a widely
used open-source FL framework designed to support training across multiple edge devices.
Flower follows the standard server–client architecture and offers high customization capa-
bilities, making it suitable for experimentation and research. On the client side, Android
smartphones were used to perform local training and evaluation tasks using TensorFlow
Lite (TFLite) [11] which is one of the few frameworks that supports on-device training. The
system also includes a data preprocessing pipeline responsible for preparing and partition-
ing HAR datasets across clients. To assess the practical feasibility of FL and better under-
stand its trade-offs, the server is configured to log various metrics throughout the training
process. These metrics include energy consumption, communication latency, training time,
and model accuracy. Together, these measurements allow for a comprehensive evaluation
of FL across three key dimensions: performance, energy efficiency, and network reliability.

The contributions of this thesis are closely aligned with its motivating objectives.
First, it highlights the scarcity and real-world limitations of current ML infrastructure for
edge devices. A key challenge encountered was the inability of TFLite to programmatically
update model weights. This limitation required the full recompilation and redistribution
of the model at each training round, which increased system complexity and convergence
speed. Second, this thesis provides an experimental assessment of how key FL challenges
affect the performance of the HAR tasks. The performance-focused experiments show that
data heterogeneity can significantly degrade model accuracy and stability. Specifically,
results show that extreme label imbalance can degrade model accuracy by over 55%. In
contrast, when the amount of training data per client is reduced to just 10%, model’s
performance drops by only 2%, indicating the relatively low sensitivity to data volume
imbalance. Energy experiments show that increasing local training on each device while
reducing the number of communication rounds can reduce energy consumption by over 84%
without compromising accuracy. Finally, network experiments reveal that client dropouts
and intermittent participation lead to up to 20% performance loss and increased train-
ing instability, emphasizing the importance of robust aggregation strategies in real-world
deployments. In summary, this work provides a practical evaluation for applying FL for
HAR task on edge devices. By implementing and testing a complete FL system, it offers
empirical insights into the trade-offs, bottlenecks, and design considerations that currently
shape the feasibility and scalability of FL in real-world applications.

The structure of this thesis is organized as follows: Chapter 2 introduces the foun-
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dational concepts of ML and FL, including the core architecture of FL and its major
challenges, such as data heterogeneity and system-level constraints. It also provides a
concise overview of relevant software frameworks, explaining the rationale behind selecting
Flower for this work. Finally, it reviews related studies focused on real-world FL imple-
mentations on edge devices. Chapter 3 provides a detailed overview of HAR, exploring its
primary use cases, common challenges, and their intersection with FL’s constraints. The
chapter also presents the six datasets selected for experimentation, which were chosen to
represent diverse sensing modalities, preprocessing methods, and activity types. Chapter
4 describes the design and implementation of the end-to-end FL system developed for this
thesis. It details both the server-side and client-side components, the integration of TFLite
for on-device training, and the mechanisms used to measure energy consumption, network
behavior, and model performance. Chapter 5 presents the experimental evaluation, struc-
tured around three key dimensions: i) model performance under non-IID and client-scaling
conditions, ii) energy consumption as a function of configuration parameters and iii) the
impact of unstable network conditions on training efficiency and convergence.
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Chapter 2

Foundations of Federated Learning for Edge-Based

HAR Applications

This chapter establishes the theoretical background of FL along with preliminary
concepts such as neural networks and ML while focusing on the key considerations when
it is applied to HAR related applications. Given the broad scope of the research field, the
foundations of HAR will be analyzed separately in Chapter 3.

This chapter is organized as follows: Section 2.1 presents an overview of supervised
learning and the structure of deep neural networks. Section 2.2 defines FL and distinguishes
between its cross-device and cross-silo settings. Section 2.3 formalizes the FL optimization
problem and describes the Federated Averaging (FedAvg) algorithm, which is selected
in this work as it serves as the standard and most widely adopted method for model
aggregation in the FL literature. Section 2.4 outlines key challenges in applying FL to
edge environments, including system heterogeneity, limited device resources, and data non-
IIDnesss, where data across devices varies in distribution, deviating from the assumption
of uniform and independent data. Section 2.5 evaluates existing FL frameworks for edge
deployment and provides rationale behind the selection of Flower. Finally, Section 2.6
reviews related work and identifies specific research gaps that this thesis aims to address.

2.1 Fundamentals of Machine Learning and Neural Networks

Machine Learning (ML) represents a paradigm shift in computational modeling, en-
abling systems to learn complex functions from data rather than relying on explicitly pro-
grammed rules. In supervised learning, the most common paradigm, models are trained
to minimize a loss function that measures the discrepancy between predicted outputs and
ground-truth labels. As described in the standard ML literature [2], parameters are typi-
cally optimized via gradient-based methods (e.g. stochastic gradient descent), iteratively
adjusting model weights to reduce loss and improve generalization on unseen data.

Neural Networks (NNs) form a powerful class of machine learning (ML) models. Like
classical approaches such as Support Vector Machines (SVMs) and Bayesian methods, they
are used to learn highly nonlinear relations from data. They have achieved state-of-the-
art performance in domains such as computer vision [12] and natural language processing
(NLP) [13]. Neural networks are composed of interconnected computational units called
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neurons, organized into layers as illustrated in Figure 2.1. These layers include an input
layer, which receives the raw data, one or more hidden layers, which extract intermediate
representations through transformations and an output layer, which produces the final
prediction. Each neuron performs a weighted sum of its inputs (via matrix multiplication
and bias addition) followed by a nonlinear activation function such as ReLU or sigmoid
[2].

Figure 2.1. A generic Neural Network architecture

The ML process can be divided into two main phases: the training phase, where
the model learns patterns from data by updating its internal parameters, and the inference
phase, where the trained model generates predictions on new, unseen data. During training,
several key hyperparameters must be configured to guide the learning process:

Epochs: One epoch represents a full pass through the training dataset. Multiple epochs
allow the model to progressively refine its parameters. However, using too many epochs can
lead to overfitting, where the model memorizes the training data rather than generalizing
to new inputs.

Batch Size: This defines the number of training samples processed before the model’s
parameters are updated. Smaller batch sizes introduce more variability (or noise) into each
update, which can sometimes help improve generalization.

Learning Rate: This determines the step size used during gradient descent to update
model weights. It directly affects both the speed and stability of the training process.

In summary, ML and neural networks provide a powerful approach for building data-
driven solutions to complex tasks. The performance and behavior of these models are
influenced by the chosen architecture (e.g., number of layers, neuron types), the loss func-
tion (which quantifies prediction error), and hyperparameters like those defined above.
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2.2 Overview of Federated Learning: Principles and Use Cases

FL is a distributed ML paradigm in which model training occurs locally on multiple
clients rather than centrally on a single server. Instead of uploading raw data, each client
trains a local copy of the global model on its own private dataset and transmits only
its updated model parameters (e.g., weights or gradients) to the central server [5]. The
server then performs an aggregation step, most commonly by a weighted average method
known as Federated Average (FedAvg), to produce an improved global model, which is then
redistributed to all clients for the next round of local training. This process is illustrated
in Figure 2.2

Figure 2.2. Federated Learning Framework

FL addresses the challenge of limited data availability, which along with computational
resource constraints represents one of the two fundamental challenges in ML development.
State-of-the-art models, whether deep neural networks (DNNs), convolutional neural net-
works (CNNs), recurrent neural networks (RNNs), or transformers, typically require large
datasets and significant computing power. For instance, AlphaGo which marked a land-
mark in AI development since it defeated a world champion in the game of Go, relied on
over 300,000 human-played games to achieve its breakthrough performance [14]. However,
in many domains such as finance, healthcare, mobile applications, data is isolated and
stored in separate systems or departments due to privacy regulations (e.g., GDPR [3]),
competitive barriers, or logistical hurdles which prevents effective integration and sharing
across the organization.
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FL is categorized into cross-device and cross-silo settings [15]. Cross-device FL involves
millions of low-resource clients, such as smartphones or IoT devices, generating local data
like sensor readings or user interactions. Real-world applications include Google’s Gboard,
which enhances next-word prediction using on-device data while preserving privacy [16],
and Apple’s “Hey Siri” wake-word detection, which personalizes voice recognition without
uploading sensitive audio [17].

In contrast, cross-silo FL involves a small number of high-resource organizations, such
as hospitals or banks, collaborating to train a shared model while keeping sensitive data
private due to strict regulations like HIPAA [4] or competitive barriers [18]. Data sharing
may also be restricted within the same organization across regions due to legal constraints
[15]. This setting features abundant computational power and large datasets but faces
challenges like data heterogeneity, trust issues among competing entities, and high com-
munication costs from complex model updates [18]. Promising applications include medical
image analysis, where hospitals use FL to improve brain tumor segmentation in MRI scans
[19] and financial crime detection where banks employ frameworks like Fed-RD to identify
anomalous transactions privately [20].The differences between cross-device and cross-silo
settings are illustrated in Figure 2.3.

Figure 2.3. Cross-Device vs Cross-Silo Federated Learning.
.

2.3 Formulation of the Federated Learning Pipeline

This section presents a formal definition of the FL paradigm. A typical FL pipeline
which is applicable to both cross-device and cross-silo scenarios works as follows:

1. Client Selection & Model Initialization: The server selects a subset of available
clients based on predefined conditions. For example, in mobile applications like
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Gboard, a client device is chosen only if it is idle, charging, and connected to Wi-
Fi to minimize user disruption. The server then initializes the global model with
parameters ✓0.

2. Model Broadcast: The initialized model is distributed to all selected clients.

3. Local Training: Each client trains the received model on its local dataset for a
predefined number of epochs (either fixed or variable). This step generates a locally
updated model for each client.

4. Upload Local Updates: Clients send their updated model parameters (e.g., weights
or gradients) back to the server.

5. Aggregation: The server collects the updates from all participating clients and
aggregates them to form a new global model.

6. Broadcast Updated Model: The server broadcasts the updated model weights
back to clients (either the same set or a newly selected subset) for the next round of
training.

7. Repeat: Steps 2–6 are repeated until a stopping criterion is met (e.g., a target
global-model accuracy or a predefined number of federated rounds).

Aggregation algorithms are the cornerstone of FL, as they combine local client updates
to optimize a global model. Although FedAvg can be considered as benchmark due to its
simplicity and effectiveness, it struggles with data heterogeneity. This a common FL
challenge that causes client drift, a phenomenon where local models, optimized on client’s
unique data, diverge from the global model which complicates the aggregation and degrades
global model’s performance.

Consequently, aggregation remains an active research area, with numerous algorithms
proposed to address different FL hurdles [21]. For example, FedProx [22] extends FedAvg
by adding a proximal term to the local loss function, penalizing large deviations from
the global model to enhance convergence in non-IID settings. Similarly, SCAFFOLD [23]
mitigates client drift by using control variates to align local updates with the global gradient
direction, achieving faster convergence but with higher communication costs.

2.4 System and Data Challenges in Edge-Based Federated
Learning

This section outlines the major challenges of deploying FL in real-world edge envi-
ronments. Edge devices are computing units such as smartphones, smartwatches, and IoT
sensors that are located near the data source and perform local processing instead of re-
lying on centralized servers. These devices commonly operate under constraints such as
limited connectivity, energy, and computational resources. The key challenges examined
in this context include system heterogeneity, resource scarcity, and data heterogeneity.
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2.4.1 System Heterogeneity

FL system must operate across a wide variety of devices, each with different hardware
capabilities, operating systems, and network conditions. Edge devices vary in CPU per-
formance, memory availability, energy constraints, and connectivity (e.g., 4G, 5G, Wi-Fi)
[6].

2.4.2 Resource Scarcity

Edge devices are typically constrained in processing power, RAM, and battery life.
These limitations restrict the size of models that can be trained locally and the frequency
of communication with the server. Addressing these constraints is essential for scalable
and energy-efficient FL systems [24].

2.4.3 Data Heterogeneity

Data non-IIDness is perhaps the most pervasive challenge across all FL deployments.
Given its critical importance, we will now analyze it in greater depth. In statistics, the
IID assumption means that the data is independent and identical distributed, and it is
foundational to the ML concept. Independence means that samples do not influence each
other, while identical distribution means that all samples originate from the same underly-
ing probability distribution. An IID example is the well-known coin-toss experiment: each
flip is independent, and a fair coin yields a constant head-vs-tail probability over time (e.g.,
p(head) = 40%, p(tail) = 60%). In contrast, HAR data are strongly temporally correlated,
and each user’s gait patterns vary according to factors such as age and gender [25], violating
both independence and identical distribution. This distinction matters because standard
ML practices, such as train/test splits rely on the assumption that unseen data follow the
same distribution as the test set used for validation. In federated settings, non-IIDness is
inevitable, since each client’s data reflects unique habits and device characteristics [7].

2.5 Software Frameworks for FL on Edge devices

Selecting an appropriate framework is a critical decision for both research and practi-
cal deployment of FL. Although numerous frameworks have been proposed, the diversity
of implementations and the absence of comprehensive comparative surveys make choos-
ing one for real-world use non-trivial. For the purposes of this thesis, the framework
must support cross-device configurations on heterogeneous edge hardware and enables effi-
cient communication. Although the experiments will be conducted exclusively on Android
smartphones, the chosen framework should offer portability to other edge or IoT platforms
(e.g., Raspberry Pi) in order to meet FL broader requirements for the cross-device setting.

A quick review of popular Federated Learning (FL) frameworks showed that most
frameworks, including TensorFlow Federated (TFF) [26] and FATE [27], are intended
primarily for simulation environments. This design focus limits their applicability for
on-device execution in edge scenarios. A recent and highly useful comparative study eval-
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uated fifteen frameworks based on key criteria such as support for heterogeneous hardware,
aggregation algorithms, and privacy-preserving features (e.g., weight encryption, differen-
tial privacy, secure aggregation) [28]. Among these, PySyft [29], FedML [30], and Flower
[10] emerged as the most suitable for real-world edge deployments as they are compatible
with various devices and operating systems

To guide the final selection, each of these three frameworks was examined across three
primary dimensions:

• Development Activity: Is the framework under active maintenance and frequent
updates?

• Ease of Deployment: How straightforward is it to install, configure, and deploy
the framework on diverse devices?

• Documentation Quality: Does the framework provide clear, comprehensive guides
and examples for various use cases?

PySyft was excluded due to its lack of Android support. This narrowed the focus to
FedML and Flower. Flower was ultimately selected as the framework of choice because it
provides comprehensive documentation and includes examples demonstrating FL deploy-
ment on Android devices. Although advanced privacy-preserving features such as secure
aggregation and differential privacy are not fully supported, this limitation does not con-
flict with the research objectives, which primarily focus on addressing system and data
heterogeneity.

Flower’s key strengths also include its communication, language, and ML-framework
agnostic design. It supports multiple communication protocols (gRPC, REST), program-
ming languages (Python, Java, C++), and machine learning backends (TensorFlow, Py-
Torch, Keras). Moreover, Flower is compatible with a wide range of operating systems,
including Linux, macOS, Windows, Android, and iOS, making it well-suited for our appli-
cation.

2.6 Related Work and Research Gaps

Since its emergence as a research field, FL has attracted significant attention from
the ML community. Most existing studies have focused on theoretical formulations and
simulation-based experiments, addressing key challenges such as data heterogeneity (non-
IIDness), communication efficiency, privacy, scalability, aggregation algorithms, and energy
consumption. For instance, the authors in [31] introduced FedNAS to address the challenge
of non-IID data distributions by using neural architecture search to identify the optimal
model configurations depending on the used dataset. Communication efficiency has been
improved through techniques like model update sparsification and quantization, which
significantly reduce bandwidth usage [32]. Scalability issue which are often caused by
intermittent or unreliable communication between edge devices and central servers have
been tackled using asynchronous aggregation methods which allow clients to send updates
independently [33]. Additionally, the energy impact of FL has been studied. For example,
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[34] showed that in certain configurations, FL can consume up to twice the energy of
centralized training, which highlighs the importance of using strategies that balance model
accuracy with energy efficiency. Although these topics are critical to FL research, the vast
majority of studies remain limited to simulation environments. Comparatively few works
explore the practical implementation of FL in real-world settings.

In contrast to the simulation-based literature, a smaller but growing number of studies
have explored real-world FL deployments on heterogeneous hardware. For example, the
authors in [35] implemented the FedAvg algorithm on a testbed of five Raspberry Pi 4
devices connected via Wi-Fi using a TCP-based socket interface. Their experiments, are
based on the CIFAR-10 dataset and examine factors such as client participation, local
training epochs, data heterogeneity, and client mobility. These findings contribute useful
observations for FL deployment in the IoT context.

In [36], the authors explore on-device FL using the Flower framework over Android
smartphones and Nvidia Jetson TX2 embedded devices. This study also uses the CIFAR-
10 dataset, but also extend the evaluation beyond model performance by examining energy
consumption and network overhead in FL settings.

Authors at [37] proposed the FedIoT platform and FedDetect algorithm for anomaly
detection on nine Raspberry Pi 4Bs, using MQTT for communication. This setup utilized
the N-BaIoT dataset [38], which captures network traffic generated by malware attacks
such as Distributed Denial of Service (DDoS) on IoT devices.

While these studies have successfully demonstrated FL execution on physical edge
hardware, their experimental setups are limited in scope. The studies in [35] and [36]
rely on CIFAR-10 which a standard image classification benchmark dataset that does
not capture the complexities of real-world applications like HAR. As a result, it does not
address critical domain-specific challenges such as class imbalance, sensor noise, or temporal
data dependencies. In contrast, the work in [37] is more realistic in scope due to its use of
IoT-relevant anomaly detection data. However, it focuses primarily on model performance,
without analyzing other critical aspects such as energy consumption or network usage which
are both essential for evaluating FL feasibility in constrained environments. This thesis
aims to bridge this gap by implementing and evaluating an FL system using real-world,
non-IID HAR data on heterogeneous Android smartphones, while also focusing on both
energy efficiency and communication performance.
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Chapter 3

Human Activity Recognition: Foundations, Challenges,

and Data Considerations

This chapter establishes the theoretical foundations of the HAR problem and explains
the rationale behind selecting this as the topic of research. But before presenting the core
concepts, it is important to provide the formal definition. HAR is the process of automat-
ically detecting and classifying human behaviors or activities using sensor data collected
from devices such as smartphones and wearables. These activities can range from simple
actions (e.g., walking, sitting, running) to more complex behaviors (e.g., cooking, driv-
ing, exercising), and may also include health-related monitoring tasks (e.g., gait analysis
for fall detection or heart rate tracking for cardiac conditions). The real-world applica-
tions are diverse and have shown great promise, as demonstrated by their use in domains
such as healthcare, fitness, and smart environments. This chapter is organized as follows:
Section 3.1 presents the motivation for selecting HAR as a representative case study for
evaluating FL in a practical and privacy-sensitive domain. Section 3.2 discusses traditional
and FL-specific challenges in HAR. Section 3.3 describes the characteristics of HAR data
on smartphones, including acquisition, preprocessing, and feature extraction. Section 3.4
provides an overview of the six public datasets used in this study.

3.1 Motivation for Selecting HAR as a FL Use Case

3.1.1 Why HAR is Suitable for Federated Learning on Edge Devices

The primary motivation for selecting a HAR dataset in this thesis is based on its
suitability as a proof-of-concept application for FL on edge and IoT devices. It is as a
highly promising technology, which is already integrated into numerous fitness and health
applications [39] [40]. More crucially, it involves the processing of highly sensitive user
data, making it well aligned with the privacy-preserving nature of the FL framework.
Other viable FL applications on edge devices include Network Intrusion Detection Sys-
tems (NIDS). These have been extensively studied in recent research [41] [42] [43] and are
supported by well-documented datasets such as Edge-IIoTset [42]. However, they typically
require domain-specific expertise in cybersecurity and network engineering as well as ac-
cess to specialized test environments, such as simulated industrial networks or malware
detection frameworks. In contrast, a HAR application can be built and evaluated using
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data collected from everyday devices, without requiring extensive knowledge in the net-
work engineering field. Furthermore, HAR benefits from a wide range of publicly available
and well-documented datasets, making it a practical and accessible choice for research in
this field. Below are the key factors that support the selection of HAR for this thesis:

• Feasibility of Real-World Deployment
HAR data can be collected passively in real time with minimal user burden, enabling
scalable on-device processing. Moreover, the use of personal smartphones as data
collection devices make it a feasible and no-cost approach as it requires no additional
hardware.

• Sensor Availability
Modern smartphones and wearables are equipped with accelerometers, gyroscopes,
and physiological sensors (e.g., heart rate monitors), making them ideal platforms
for HAR data collection [44].

• Practical Relevance
HAR supports applications in healthcare (e.g., monitoring elderly patients), fitness
tracking, rehabilitation, and safety systems (e.g., detecting driver drowsiness) [39]
[40].

• Privacy Requirements
Activity data can reveal sensitive information, such as daily routines, sleep patterns,
or health conditions, necessitating privacy-preserving approaches like FL [45].

• Alignment with FL
As discussed in Chapter 2, FL enables collaborative model training across distributed
devices without sharing raw data, enhancing privacy and reducing communication
overhead [46]. This makes FL particularly suited for HAR, where data is generated
by heterogeneous edge devices [47].

3.1.2 Real-World Applications of HAR in Health Domain

This section provides a deeper exploration into real-world applications of HAR with
a particular focus on the health domain. In health monitoring, HAR facilitates remote
cardiac monitoring and arrhythmia detection by analyzing physiological signals such as
heart rate and electrocardiogram data, enabling timely interventions for cardiovascular
conditions [39]. In clinical diagnosis, HAR supports the detection of gait abnormalities
associated with neurodegenerative diseases, such as Parkinson’s or Alzheimer’s, by analyz-
ing movement patterns to aid in early diagnosis and treatment planning [46]. For mental
health, HAR leverages wearable sensors to monitor stress through physiological markers
like electrodermal activity (EDA) and skin temperature, as demonstrated in studies using
multimodal data to classify self-reported stress and mental health states in college students
with high accuracy [48]. In safety applications, HAR plays a critical role in detecting driver
drowsiness using biosignals, such as heart rate and breathing rate, measured by wireless
wearables like the BioHarness 3, to alert drivers and prevent accidents [49]. Collectively,
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these diverse applications highlight HAR’s potential to enhance individual well-being, sup-
port clinical decision-making, and promote safety in real-world environments.

3.2 HAR Challenges and Its Integration with FL

Deploying HAR systems in real-world settings presents significant challenges, both
inherent to HAR and specific to FL. These challenges can be broadly categorized into two
groups: intrinsic challenges inherent to HAR itself, and challenges specific to deploying
HAR in FL setting.

3.2.1 Intrinsic HAR Challenges

HAR datasets are inherently non-IID (refer to Chapter 2.4 for a detailed analysis of the
non-IID problem). Sensor signals vary significantly depending on the user, the placement of
the device on the body, and the specific hardware used. As a result, the same activity can
produce different signal patterns across individuals and contexts, making generalization
difficult and increasing the risk of overfitting to user- or environment-specific features [47].

Researchers have further characterized this non-IID nature using the concepts of:

• Intraclass Variability
The same activity (e.g., "walking") can appear very differently depending on the
user’s gait, device placement, or walking speed. This variability complicates classifi-
cation and increases the likelihood of false negatives, requiring robust and adaptable
models.

• Interclass Similarity
Different activities (e.g., brushing teeth vs. eating) may produce similar sensor sig-
nals. This overlap introduces ambiguity and misclassification risks. Such challenges
can be addressed, to some extent, by incorporating multi-sensor or multimodal data
(e.g., using sensors on the wrist, ankle, and chest) [9].

Another major challenge is class imbalance. Most HAR datasets are dominated by
common, low-effort activities (e.g., sitting, standing), while rarer or more complex behav-
iors (e.g., stair climbing, jumping) are underrepresented. This imbalance biases the model
toward majority classes, reducing performance on infrequent but often more critical activ-
ities. Finally, HAR systems are affected by concept drift; that is the phenomenon whereby
user behavior and activity patterns change over time due to factors such as aging, injuries,
seasonal variations, or lifestyle changes. Without mechanisms for continual or online learn-
ing, static HAR models degrade in performance as the underlying data distribution shifts
[9] [50].

This thesis addresses intraclass variability, interclass similarity, and class imbalance,
as these are intrinsic characteristics of HAR datasets (the datasets used in this study are
no exception). However, addressing concept drift requires temporary data to track changes
in activity patterns over time, which falls outside the scope of this work.
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3.2.2 FL Challenges in HAR Deployments

Applying Federated Learning to HAR introduces an additional set of challenges:

• Need for Personalization
Generic FL models trained across a diverse population often fail to capture the
nuances of individual movement patterns, particularly for groups such as older adults,
individuals with disabilities, or those engaged in specialized activities (e.g., sports
training or physical therapy). HAR applications demand personalized models, which
poses significant technical challenges in the federated paradigm [50].

• Amplified Concept Drift
Although FL offers privacy advantages, it also inherits the same vulnerability to
concept drift as centralized models. However, adapting to drift in FL is more complex,
as data remains decentralized. Continual learning must be implemented without
accessing historical data and with minimal communication overhead. Without drift-
aware mechanisms, FL-HAR models risk becoming outdated over time [50].

• Privacy Leakage Risks
While FL avoids direct transmission of raw data, model updates can still leak sensitive
behavioral information (e.g., gesture-specific gradients). In domains like healthcare,
where data sensitivity is paramount, untrusted aggregation servers may pose a risk.
This requires the use of secure aggregation protocols or other privacy-enhancing
technologies to ensure robust protection [51].

• Device Heterogeneity
Edge devices involved in FL (e.g., smartphones, smartwatches, fitness trackers) vary
widely in computational power, memory and battery life. Although smartphones
may handle training reasonably well, resource-constrained devices may struggle to
complete even a single training round. These disparities lead to issues such as client
dropout, slower convergence, and poor global model quality [47].

While challenges such as the need for personalization, amplified concept drift, and
privacy leakage risks represent important areas of research in FL, they are not the focus of
this thesis. Instead, this work specifically addresses the challenge of device heterogeneity.
The primary objective is to investigate how variations in computational resources across
edge devices impact FL performance, and how these constraints can be managed to enable
efficient and reliable training.

3.3 Human Activity Data Characteristics and Preprocessing

A typical HAR pipeline consists of data acquisition, feature preprocessing, feature
extraction and then the training step. This section, will provide details for each part of
the process except the training step, which is examined in depth in the implementation
and experimentation section of this thesis (Chapter 4.1).
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3.3.1 Sensor Modalities and Data Acquisition Methods

In HAR, sensor data is acquired from either external wearable devices (e.g., heart
rate monitors, electrodermal sensors connected via Bluetooth) or from embedded sensors
in smartphones and smartwatches (e.g., integrated accelerometers and gyroscopes). The
data can then be processed in three main ways. First, it can be processed locally on
the device itself using its CPU resources. Second, it can be streamed to a centralized
application server for processing, which is useful when a single device lacks sufficient data
or computational power. Third, as in the case of this thesis, FL can be used. This approach
allows each device to train a local model independently, while only sharing model updates.
These updates are then aggregated across to form a single global model.

Typically used sensors are mechanical like accelerometers which measure the acceler-
ation along x,y and z axis, and gyroscopes which measure the rotational movement (roll,
pitch, yaw). There are also Physiological Sensors like Photoplethysmography (PPG) which
detect blood flow for heart rate monitoringl [52] [53]. Finally there are case where Biochem-
ical Sensors are utilized which they monitor glucose or hydration in advanced wearables
[44].

Currently, all smartphones are equipped with accelerometers and gyroscopes and there
is a plethora of accessories available that augment smartphones sensoring capabilities which
can further enhance the application range of smartphone-based HAR.

3.3.2 Preprocessing of sensor data

Preprocessing is a critical step in the ML pipeline, especially when working with
sensor data, which is often noisy, inconsistent, and incomplete. The goal is to transform
raw sensor readings into a clean, structured format suitable for analysis and model training.
Key preprocessing steps include:

• Data alignment and interpolation
The step typically involves aligning sensor data and interpolating missing values,
as sensor measurements are rarely uniformly sampled especially on general-purpose
devices, where the sampling rate acts more as a suggestion to the operating system
rather than a strict constraint [54]. Additionally, it is often necessary to synchronize
measurements across multiple sensors (e.g., gyroscope and accelerometer) so that
rotation matrices can be accurately applied to acceleration vectors. This is commonly
achieved using linear interpolation to fill in missing values in all sensor streams [55].

• Noise filtering
Once data is aligned, noise filtering is applied to smooth the signal. Common
techniques include median filtering and low-pass filtering (LPF) to attenuate high-
frequency noise. Research suggests that setting a low-pass filter cut-off frequency
at 25 Hz retains over 99% of the relevant information when starting from a 100 Hz
signal, making it sufficient for most HAR applications while also conserving energy
[56].
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• Data normalization
Following denoising, data normalization is often performed to bring all values to a
common scale. This helps account for inter-individual differences and sensor variabil-
ity, allowing the ML model to focus more on patterns rather than raw magnitudes.
Common normalization techniques include Min-Max scaling (0 to 1) and standard-
ization (zero mean and unit variance).

• Data segmentation
A particularly important step in HAR preprocessing is data segmentation, which
involves dividing continuous sensor data into time windows that are likely to contain
discrete activities. This process enables the mapping of time-series signals to labeled
actions (e.g., walking, sitting) and is often referred to as activity detection. Although
manual segmentation is possible, it is prone to frequent errors and also impractical
due to the sheer volume of data typically involved in HAR tasks. Instead, automated
techniques like sliding windows (with or without overlap) or energy-based methods
(thresholding based on signal magnitude) are commonly used to segment the data
[57].

• Feature extraction
Once segmented, feature extraction is performed to convert raw time-series data into
meaningful descriptors. There are two general approaches: one is handcrafted and
the other automated [58]. Handcrafted feature extraction relies on domain expertise
to derive informative metrics from the data, such as time-domain features (mean,
standard deviation), frequency-domain features (FFT, Power Spectral Density), or
application-specific features (zero-crossing rate, peak acceleration) [59]. For instance,
in [49], heart rate and breathing rate signals were transformed using FFT, and their
corresponding PSD values were used as input to a neural network model. In contrast,
deep learning models such as DNNs or CNNs often learn relevant features directly
from raw time-series data. These models are capable of identifying complex patterns
automatically and typically generalize well across related tasks [57].

Although this thesis does not experimentally evaluate different preprocessing schemes,
a diverse set of datasets has been selected to represent various preprocessing levels from
raw sensor data to manually extracted features. These datasets are presented in detail in
Chapter 3.4.

3.3.3 Case Study: Preprocessing Pipeline in the UCI Smartphone HAR
Dataset

A representative example of an HAR preprocessing pipeline can be found in the UCI
Smartphone HAR dataset [60]. In this dataset, data was collected from triaxial linear
accelerometers and gyroscopes at a sampling rate of 50 Hz. To reduce noise, the signals
were first processed using a median filter followed by a third-order Butterworth low-pass
filter [61]. Based on their analysis, a cut-off frequency of 20 Hz was chosen, as it pre-
served over 99% of the signal energy which alignes with the findings mentioned from a
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revious study [56]. For segmentation, the data was divided into fixed-width 2.56-second
sliding windows with a 50% overlap to capture sufficient temporal context while main-
taining data continuity. From the raw triaxial sensor readings, additional features were
derived, including Euclidean magnitudes and time derivatives. Further feature engineer-
ing was performed by transforming time-domain signals into the frequency domain using
the Fast Fourier Transform (FFT). Additional time-domain features such as mean, corre-
lation, and autoregression coefficients were also computed. In total, these steps yielded
a 561-dimensional feature vector for each windowed segment, forming the input to the
machine learning model.

To evaluate the performance of FL in HAR systems, diverse datasets are essential
for capturing a wide range of activities, sensor modalities, and real-world conditions. The
following section introduces six publicly available datasets used in this thesis, detailing
their sensor configurations, activity sets, and preprocessing methods. Each dataset offers
unique characteristics such as different preprocessing levels, feature extraction techniques,
and activity classification schemes which enable a robust evaluation of FL performance
across both controlled and real-world HAR scenarios.

3.4 Overview of HAR Datasets Used in This Thesis

The datasets listed below range from raw sensor signals such as those found in the
MotionSense dataset, to thoroughly processed feature vectors, like the 561-dimensional fea-
tures used in the UCI HAR using Smartphones dataset. The data collection hardware also
varies significantly, from general-purpose smartphones (e.g., Samsung Galaxy S2, iPhone
6) to specialized wearable devices like the ActiGraph GT3X+, which is specifically de-
signed for health-related monitoring. The applicability of FL becomes clear even in these
basic HAR scenarios, as many datasets and devices capture sensitive physiological data,
such as ECG and heart rate. By training models locally on user devices and avoiding the
need to transmit raw data, FL reduces the risk of exposing personal health information.

• HARSense
The HARSense dataset comprises triaxial accelerometer and gyroscope data collected
from smartphones (Poco X2 and Samsung Galaxy A32s) mounted on the waist and
front pockets of 12 subjects aged over 23 years and weighing over 50 kg. It includes
six activities of daily living (ADLs): walking, standing, sitting, running, upstairs, and
downstairs, performed in a laboratory setting except for running, which occurred on
a football playground. The dataset provides raw triaxial acceleration (linear and
gravity), rotational rate, and rotational vector at an unspecified sampling rate. One
notable limitation is the lack of documentation regarding preprocessing steps, which
may affect reproducibility and comparability with other datasets. [62]

• HAR Using Smartphones
The UCI Human Activity Recognition Using Smartphones dataset available via the
UCI Machine Learning Repository includes triaxial accelerometer and gyroscope data
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collected at 50 Hz from a waist-mounted Samsung Galaxy S II smartphone carried
by 30 subjects. The preprocessing pipeline is discussed Chapter 3.3.3 [60]

• PAMAP2
The PAMAP2 Physical Activity Monitoring dataset, accessible through the UCI
Machine Learning Repository, comprises data from three Colibri wireless inertial
measurement units (IMUs) sampled at 100 Hz, placed on the dominant wrist, chest,
and ankle, and a BM-CS5SR heart rate monitor sampled at approximately 9 Hz.
Each IMU includes two 3-axis accelerometers, a 3-axis gyroscope, and a 3-axis mag-
netometer providing 52 raw sensory attributes with missing values marked as NaN.
Nine subjects (8 males, 1 female aged 27.22 ± 3 years old) performed 12 protocol
activities (lying, sitting, standing, walking, running, cycling, Nordic walking, iron-
ing, vacuum cleaning, rope jumping, ascending stairs, descending stairs). Data is
segmented using 5.12-second sliding windows with 1-second shifts (approximately
0.8 overlap), with features extracted in time (e.g., mean, variance) and frequency
domains (e.g., FFT-based energy) for acceleration, and mean and gradient for heart
rate [63].

• MotionSense
The MotionSense dataset consists of time-series accelerometer and gyroscope data
from iPhone 6s smartphones, collected from 24 subjects performing six activities:
walking, jogging, sitting, standing, upstairs, and downstairs. Data is sampled at 50
Hz, with sensors typically placed in pockets or hands, reflecting real-world variability.
The dataset provides raw inertial data without precomputed features [64].

• MHealth
The MHealth dataset, hosted by the UCI Machine Learning Repository, comprises
multimodal sensor data from 10 subjects performing 12 activities, including walking,
running, jumping, cycling, and sedentary tasks. Sensors include triaxial accelerome-
ters, gyroscopes, and magnetometers placed on the chest, right wrist, and left ankle,
with two-lead electrocardiogram (ECG) data, all sampled at 50 Hz. Except for clas-
sical activity recognition MHealth is also ideal for clinical HAR applications, such as
cardiovascular health monitoring and mobility disorder detection [65].

• PhysioNet Acceleration Data
This dataset includes triaxial accelerometer data collected at 100 Hz from a thigh-
worn sensor (Actigraph GT3X +) worn by 20 subjects during walking, stair climbing,
and driving. The dataset provides raw acceleration signals without precomputed
features [66].
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System Architecture and Experimental Setup

This chapter presented the infrastructure and experimental setup developed to eval-
uate the HAR problem using FL. The two main design considerations that guided the
development were scalability and the ability to support rapid experimentation.

Scalability was prioritized due to the challenges introduced by system heterogeneity
in on-device FL deployments, as discussed in Section 2.4. By leveraging Flower’s modular
and ML-agnostic architecture, the system was designed to scale across a wide range of
heterogeneous clients, such as smartphones and Raspberry Pi devices, while maintaining
compatibility with various machine learning frameworks, including TensorFlow, PyTorch,
or event custom-built solutions. Although the experiments in this thesis are conducted
solely on Android devices running TensorFlow Lite (TFLite) [11], it is important for the
infrastructure to remain compatible with a broad range of devices and platforms in order
to ensure that the system is extensible to other use cases and not narrowly tailored to this
specific application.

Rapid experimentation was the second major design focus since as demonstrated in
Chapter 5, the space of hyperparameters and evaluation metrics is both large and multidi-
mensional. To support this, the system provides tools to easily create and modify datasets
according to experimental needs, build and port TFlite models with varying architectures,
and systematically log critical metrics such as model accuracy, training time, energy con-
sumption, and network utilization. Additionally, the infrastructure automates the genera-
tion of informative visualizations including accuracy/loss plots, convergence speed graphs,
and energy consumption diagrams which is highly useful tool that enables faster insights
and iterative tuning.

4.1 System Overview and Design Considerations

This section provides a high-level overview of the FL system developed for this thesis.
The objective is to enable a group of Android smartphones to collaboratively train a shared
machine learning model under the coordination of a central server without exchanging raw
user data. The experimental setup consists of:

• A central FL server, implemented in Python, running on a personal laptop (MacBook
Pro 2012, Intel i5, 16GB RAM).
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• Five Android smartphones, each running a custom FL application and acting as a
client.

• A local Wi-Fi network used to exchange model updates between the server and
clients.

The FL process follows the standard server–client paradigm, as shown in Figure 2.2,
where the server sends a global model to the clients, clients train locally, and then send
model updates back for aggregation. However, a key distinction is that instead of requiring
clients to store their own local datasets, both training and test data are transmitted by the
server during the initial discovery phase, when it waits for clients to connect. This approach
enables centralized control over dataset allocation and support faster experimentation.
Additionally, to maintain consistent performance tracking throughout the experiment, each
client evaluates the updated global model on its local test data at the end of every training
round. Figure 4.1 illustrates the testbed used during experiments.

Figure 4.1. Federated Learning Testbed

The Android smartphones used as clients in the experiments vary in hardware specifi-
cations, providing a realistic representation of system heterogeneity. Table 4.1 summarizes
the key characteristics of each device used in the testbed.

Table 4.1. Specifications of Mobile Devices Used on the Experiments

Device Name Release Date CPU RAM Android

Realme GT Neo 2 (RMX3370) 2021 Snapdragon 870 8 GB 12
Samsung Galaxy A5 (SM–A510F) 2016 Snapdragon 615 2 GB 7
Samsung Galaxy J7 (SM–J730F) 2017 Exynos 7870 3 GB 8
Samsung Galaxy S10+ (SM–G975F) 2019 Snapdragon 855 6 GB 12
Xiaomi Redmi 9C (M2006C3MNG) 2020 Helio G35 2 GB 10
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4.1.1 Technical Considerations

The system’s design was significantly impacted by an infrastructure limitation. Specif-
ically, TFLite which is used for on-device training, does not currently support program-
matically setting model weights. As a result, during each aggregation round, the server
must recompile and transmit the entire TFLite model to the clients, rather than simply
sending the updated weights for clients to apply to their existing models.

This limitation introduces both time and communication overhead. Converting a
TensorFlow model to the TFLite format takes approximately 15–20 seconds which is often
longer than the actual training time on the client device. Additionally, transmitting the
entire TFLite model significantly increases data transfer. For example, a model with
around 300 parameters results in a file size of roughly 42KB, whereas transmitting only the
weights would require just 1.2KB. While this overhead may be negligible for large models
where training time dominates and TFLite’s metadata is relatively minor, it becomes a
critical bottleneck in edge scenarios involving small models and short training durations.
Therefore, both the conversion delay and communication cost are explicitly accounted for
in the experimental analysis.

4.2 Android Client Application: Design and Implementation

The client component is implemented as an Android application written in Java, based
on Flower’s official example for FL on Android devices [67]. To join the FL process, the
user must open the application, type server’s IP address and port number, and then press
the "Connect" and “Train” button. This action signals to the server that the device is ready
to participate in training. Then once the predefined number of clients have connected, the
server will initiate the FL process. Android application’s user interface is illustrated in
Figure 4.2.

As previously noted, TFLite was selected as the ML framework for this implemen-
tation, despite its current limitation of not allowing programmatically setting model’s
weights. The primary motivation behind this choice was TFLite’s extensive documen-
tation, and broad cross-language compatibility which includes support for Java, C++,
Python, and Swift. This makes it well-suited for heterogeneous system environments. Ad-
ditionally, TensorFlow offers reliable tools for converting standard TensorFlow models into
the TFLite format.

Alternative frameworks such as PyTorch Mobile and Deeplearning4j were also con-
sidered. However, PyTorch Mobile currently lacks on-device training capabilities and it is
solely used for inference using a pretrained model. In contrast, while Deeplearning4j does
support training, has a relatively small user base, limited documentation, and only support
only the Java language which making it less suitable for heterogeneous environments.

The client application is composed of three key Java classes:

• MainActivity.java: This class handles the main activity lifecycle, manages com-
munication with the server via gRPC, and orchestrates the training and evaluation
processes.

Diploma Thesis 41



Chapter 4. System Architecture and Experimental Setup

Figure 4.2. Android Client Application

• DataLoader.java: This class is responsible for loading and managing the dataset
received from the server. It parses the feature and label arrays into a PyTorch-like
format, enabling batched data access. Batching is essential for efficiency, especially
when large datasets are used which cannot fit entirely in memory. It also acts as a
training hyperparameter which influence both performance and convergence speed.
Batches are retrieved incrementally using the .next() method. Example usage:

trainLoader = new DataLoader(X_train, y_train, batchSize, numFeatures);

BatchOfData trainBatchOfData = trainLoader.next();

float[][] X_train_batch = trainBatchOfData.getX();

float[] y_train_batch = trainBatchOfData.getY();

testLoader = new DataLoader(X_test, y_test, batchSize, numFeatures);

BatchOfData testBatchOfData = testLoader.next();

float[][] X_test_batch = testBatchOfData.getX();

float[] y_test_batch = testBatchOfData.getY();

TensorFlowModelWrapper.java: This class reconstructs the model on the client using
the architecture metadata and weights received from the server. The metadata includes
input size, number of hidden layers, hidden layer size, and number of outputs. The model
is then compiled into a form usable by TFLite. To mimic a PyTorch-like format, this class
provides fit() and evaluate() methods:

• fit(): Takes a training DataLoader and the number of epochs as input, and performs
model training.
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• evaluate(): Takes a test DataLoader and returns performance metrics, including
accuracy, true labels, and predicted labels.

• Example usage:

TransferLearningModelWrapper modelWrapper =

new TransferLearningModelWrapper(formatModelFile(modelFile),

inputLayer, hiddenLayer, outputLayer);

// Training

modelWrapper.fit(trainLoader, n_epochs);

// Evaluation

Metrics metrics = modelWrapper.evaluate(testLoader);

float accuracy = metrics.getAccuracy();

float[] yTrue = metrics.getYtrue();

float[] yPred = metrics.getYpred();

4.3 Server-Side Architecture

The server was implemented in Python using the Flower framework, an popular open-
source platform for FL. One of Flower’s core strengths lies in its flexibility since it allows
custom server-side logic to be defined without altering the framework’s underlying source
code. The implementation follows the standard FL cycle described in Section 4.1.1 and
integrates additional components for training control, monitoring, and experiment automa-
tion.

The server controls a combination of ML hyperparameters (such as the number of local
training epochs) and system-level parameters (such as the minimum number of clients
required to begin a training round). ML hyperparameters affect the learning dynamics
and model behavior, system parameters determine how the FL process is orchestrated in
distributed settings. The key parameters configurable at the server include:

• Number of Local Epochs: The number of epochs each client uses to train on its
local dataset before sending updates.

• Number of Federated Rounds: The total number of global training rounds to be
executed.

• Minimum Clients per Round: The minimum number of clients required for
training to proceed.

• Target Clients per Round: The number of clients the server attempts to gather
before initiating a training round.

For example, if the minimum client threshold is set to 3 and the target is 5, then
training will begin once 5 clients are available, but can continue as long as at least 3
remain active.
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Training data is prepared by the internal Data Factory module and structured accord-
ing to a standardized directory format (as described in Section 4.4):

dataset_name/

X_train/

partition_0.txt

partition_1.txt

...

X_test/

partition_0.txt

partition_1.txt

...

y_train/

partition_0.txt

partition_1.txt

...

y_test/

partition_0.txt

partition_1.txt

...

Each partition_idx.txt file corresponds to a specific client, with the partition index
indicating the client ID. This structure allows the server to map data partitions directly
to participating clients during the federated training process.

Another important hyperparameter is the model configuration, which is handled by
the Model Factory which is an internal component of our infrastructure that automates
the construction of DNN models. In this thesis, experimentation was focused exclusively
on DNNs, as they provided sufficient performance while remaining efficient to train on
resource-constrained devices. Early experimentation confirmed that simple DNNs were
able to achieve satisfactory performance even with limited client data, which aligned with
the thesis goals.

The Model Factory allows the user (or the server) to define arbitrary DNN configura-
tions, including the number of hidden layers and the size of each hidden layer. Models are
initialized using the Adam optimizer with a predefined learning rate and can be created
with either randomly initialized weights or custom weights. The ability to load custom
weights into a newly created model is what enables the core FL functionality, since after
each round, the server can compile a new model loaded with the aggregated weights and
send it to the clients for the next round of training.

The final key server-side component is the Statistics Collector. Once the federated
learning process is complete, this module performs two essential tasks. First, it records
all relevant metrics as outlined in Section 4.5 into a csv file. Second, it generates a set
of visualizations and summary statistics that enable quick evaluation of each experiment’s
outcome without the need for manual data analysis. This level of automation is particu-
larly important given the large number of hyperparameter combinations explored in our
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experiments.
The following outputs are automatically generated:

• accuracy_loss_plot.png: Accuracy and loss of the global model on the test set
across all federated rounds.

• performance_scores.png: Final model performance summary, including the confu-
sion matrix, precision, recall, F1-score, and accuracy per class and overall.

• training_time_plot.png: Training time per round and cumulative training time.

• charge_drop_plot.png and voltage_drop_plot.png: Per-device and per-round bat-
tery charge and voltage drops.

• useful_stats.txt: Summary statistics, including the number of rounds, maximum
number of participating clients, number of test samples, client participation per
round, and relevant network metrics.

4.4 Dataset Processing and Partitioning Infrastructure

The final component of the infrastructure is the Data Factory, which is responsible for
loading, processing, and formatting datasets in a way that the server can understand. The
first step involves creating dataloaders for each dataset. These dataloaders convert the raw
dataset into a unified .csv format, where all features are included and the activity labels
are stored in a dedicated "activity" column. This unification is essential because datasets
vary significantly in their original formats. For example, MHealth stores a separate .txt
file for each subject, while MotionSense organizes data into a directory per subject, with
separate .txt files for each activity type. A consistent format simplifies the preprocessing
and integration.

After loading, the dataset is partitioned using a function called split_to_client, which
takes a train-test split of the entire dataset and partitions it randomly among N clients.
The random seed can be specified to ensure reproducibility. The user can also choose
between two FL testing configurations: a single, shared test set used by all clients, or
individual test sets assigned to each client. The pipeline supports both configurations by
assigning the correct test set to each client during the data distribution process.

The Data Factory also provides control over the number of samples allocated to each
client, enabling the simulation of real-world scenarios where data volumes are unevenly
distributed across clients.

Finally, the function class_imbalance is used to simulate class imbalanceness,which
is an important aspect of non-IID experiments. Since original datasets are not perfectly
balanced, normalization is first applied via upsampling or subsampling. Then, user-defined
imbalance ratios are used to simulate varying label distributions across clients.

Once partitioned, the client data is stored using the save_client_data function in the
directory structure that is expected by the server. The following example illustrates how
the MotionSense dataset is loaded, processed, and prepared for use in a FL experiment:

Diploma Thesis 45



Chapter 4. System Architecture and Experimental Setup

• First, the dataset is loaded, and all features are scaled using the Standard Scaler to
ensure consistent value ranges across inputs.

• The data is then split into training and testing sets using a 70%-30% ratio. Since this
process involves shuffling the data, a random seed is used to ensure reproducibility
across runs.

• Next, the training set is partitioned among 5 clients to simulate a federated setup.

• To simulate class imbalance, each client receives a version of the dataset where one
of the six activity classes is reduced to 20% of its original size. This is done in a
round-robin fashion, meaning that each client has a different class underrepresented
in order to ensure the distribution diversity of labels across clients. Before applying
the imbalance, the dataset is first balanced using the downsampling technique to
ensure equal class distribution.

# load MotionSense dataset

df6 = dataloading.load_data6()

# apply train test split

X_train, y_train, X_test, y_test, labels = dataloading.train_test_split(

df6,

test_size=0.3,

scaler_type="standard",

should_map_labels=True,

random_seed=42

)

# partition data to 5 clients

client_data = dataloading.to_client(

data=(X_train, y_train, X_test, y_test),

max_clients=5

)

# define class ratio list

class_ratio_list = [

[0.2, 1.0, 1.0, 1.0, 1.0, 1.0],

[1.0, 0.2, 1.0, 1.0, 1.0, 1.0],

[1.0, 1.0, 0.2, 1.0, 1.0, 1.0],

[1.0, 1.0, 1.0, 0.2, 1.0, 1.0],

[1.0, 1.0, 1.0, 1.0, 0.2, 1.0]

]

# apply the class ratio list

client_data_im = []
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for idx, (X_train, y_train, X_test, y_test) in enumerate(client_data):

class_ratio = class_ratio_list[idx]

X_train_im, y_train_im, X_test_im, y_test_im = dataloading.class_imbalance(

(X_train, y_train, X_test, y_test),

class_ratio,

balance="downsampling"

)

# save client data

dataloading.save_client_data(client_data_im,"test", labels)

4.5 Experimental Setup and Measurement Metrics

To gain meaningful insights into the behavior of HAR under a FL setup, a compre-
hensive set of metrics is measured to reflect model performance, with special emphasis
placed on the unique challenges of deploying FL on edge devices in the context of HAR, as
discussed in Sections 2.4 and 3.2. These challenges include system heterogeneity, energy
constraints, network availability, and the non-IID nature of HAR datasets.

The collected metrics are grouped into four main categories: performance, training
time, energy consumption, and network usage. As previously noted, all of these met-
rics are automatically gathered and logged by the Statistics Collector component of the
infrastructure.

4.5.1 Model Performance Metrics

The performance evaluation of each model will be based on confusion matrix, accu-
racy, precision, recall, and F1-score which is a standard set of classification metrics. The
confusion matrix is a crucial evaluation tool for classification problems. It visualizes the
model’s predictions by comparing them with the actual ground truth labels which allows
the identification of patterns in class confusion. For example, a model may more frequently
misclassify the activity "running" as "walking upstairs" rather than as "standing". The
confusion matrix reveals such tendencies by displaying the counts of:

• True Positives (TP): Correct predictions where the model correctly identifies a
sample as belonging to a particular class.

• True Negatives (TN): Correct rejections where the model correctly identifies a
sample as not belonging to a particular class.

• False Positives: Incorrect predictions where the model incorrectly classifies a sam-
ple as belonging to a class it does not.

• False Negatives (FN): Missed predictions where the model fails to identify a sam-
ple that actually belongs to a class.

The following evaluation metrics can be derived from the confusion matrix:
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• Accuracy: The proportion of correct predictions (both true positives and true neg-
atives) out of all predictions. It is the most commonly used metric for evaluating
classification models. However, in the presence of class imbalance which is common
in HAR datasets the accuracy metric can be misleading. For example, if a particu-
lar activity dominates the dataset, a model might achieve high accuracy simply by
predicting that class most of the time, while performing poorly on minority classes.

• Precision: The proportion of correct positive predictions out of all positive predic-
tions made by the model. It reflects the model’s ability to avoid false positives.

• Recall: The proportion of correct positive predictions out of all actual positives. It
reflects the model’s ability to capture all relevant instances.

• F1-Score: The harmonic mean of precision and recall. It provides a balanced view
of a model’s performance, which is especially useful in cases where there is an uneven
class distribution or where both false positives and false negatives carry significant
costs. The F1-score can be treated as a single metric that effectively captures a
model’s overall classification performance, particularly in scenarios where accuracy
alone may be misleading.

4.5.2 Training Time Measurement

FL convergence speed is measured by the per-round training time and the total train-
ing. As explained in Section 4.1.1, TFLite introduces an additional time overhead, since
the model must be recompiled at the start of each round. To account for this, two dis-
tinct training time metrics are reported. The first, referred to as training time, captures
only the time spent on the actual training process, excluding compilation. The second,
training time with compilation, includes the time required for model recompilation. This
distinction is essential for identifying differences between delays caused by infrastructure
limitations and those inherent to the training process itself.

4.5.3 Energy Consumption Estimation

Energy consumption on Android devices is measured using the BatteryStats API. An
initial alternative considered was the built-in battery usage profiler available in Android
Studio. However, this tool has several limitations, since it lacks support for older Android
versions and requires a wired connection with the development PC which introduces bias
by charging the device during profiling. These limitations make it unsuitable for fast,
repeatable, and scalable experimentation.

Hardware power monitors were also evaluated as an option. Although they offer high
accuracy and fine-grained energy measurements, their use was deemed impractical. Each
device must be physically wired to the monitor, which significantly limits scalability. More-
over, these monitors measure the total power consumption of the device, including back-
ground processes, Wi-Fi activity, and screen usage which introduces the same variability
issues found in software-based methods.
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Given these constraints, the BatteryStats API was selected for its practicality and
ease of integration. It allows automated, scalable energy measurement directly within the
application code and provides access to key energy-related metrics, including:

• Battery voltage (Volts)

• Battery Capactiy

• Charge (mAh)

• Instantaneous and average current (mA)

• Battery temperature

This approach supports a wider range of Android versions, does not require any ex-
ternal hardware, and fits well with our goal of fast and repeatable experimentation.

To improve measurement accuracy and reduce noise, several controls were applied
during the experiments. First, all unnecessary background applications and services were
disabled to minimize extraneous energy consumption. Next, Airplane mode was enabled
to eliminate power usage from cellular connections, while Wi-Fi was kept active to support
federated communication. Finally, the screen brightness was set to its minimum level
to reduce display-related power draw. Although these adjustments do not eliminate all
external influences, they help ensure that energy measurements are standardized across
devices and experimental runs.

While not as precise as hardware-based methods, this approach is considered a reason-
able tradeoff between accuracy and scalability, making it well-suited for the experimental
requirements of this study.

Since the BatteryStats API provides real-time readings of battery charge (in mAh)
and voltage (in volts), these values can be used to compute the energy consumption for
each FL communication round using the following formula:

Energy(round; device) = ChargeDrop(round; device)·AvgV oltage(round; device) (mWh)

(4.1)
Where the charge drop for each round and device is calculated by recording the battery

charge at the start and end of the round and taking the difference. The average voltage
for the round is computed as the mean of the voltage values recorded at those two time
points.

Then, the total energy consumption for a given device is obtained by summing its
energy usage across all communication rounds, as shown in Equation 4.2:

Etotal(d) =
RX

r=1

Energy(r, d) (4.2)

where:

• Etotal(d) is the total energy consumed by device d,
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• Energy(r, d) is the energy used by device d during round r,

• R is the total number of communication rounds in the Federated Learning process.

4.5.4 Network Quality Monitoring

Several network-related metrics are measured throughout the training process to assess
how network conditions affect FL performance. These metrics offer a comprehensive view
of each client’s network environment, helping explain performance variations and potential
training disruptions across devices. These include:

• RSSI (Received Signal Strength Indicator): This metric is captured from An-
droid’s WifiManager before each training round. RSSI reflects the strength of the
Wi-Fi signal received by the device, typically measured in dBm. It is a critical indi-
cator of network quality, as poor signal strength can lead to increased latency, packet
loss, or disconnections. These factors directly affect the stability and reliability of
FL on edge devices.

• Latency: Measured using ping requests sent from the client device to the FL server.
This metric helps estimate the time delay in client-server communication, which can
influence synchronization and overall training speed.

• Download and Upload Speeds: To assess data transfer rates, a lightweight aux-
iliary HTTP server was developed using Flask and deployed alongside the Flower
server. By sending and receiving a dummy 10MB file from each client, it can esti-
mate both download and upload speeds under real-world conditions. This provides a
more accurate evaluation of how network throughput may influence communication
efficiency during the FL communication rounds.
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Chapter 5

Systematic Experimental Evaluation of Federated Learn-

ing on HAR Tasks

This chapter assess the practical feasibility and trade-offs of applying FL to the HAR
problem using a real-world mobile device setup. The experiments are structured around
three key dimensions, each reflecting major challenges inherent to the FL paradigm, espe-
cially when deployed on edge devices, as outlined in Section 2.4.

1. Performance experiments investigate how the resulted model behaves under var-
ious non-IID conditions and different client scaling configurations, given the critical
impact of data heterogeneity in FL systems.

2. Energy experiments explore the energy demands of FL on edge devices, focusing
on how model size, number of local epochs, and training rounds affect accuracy,
energy footprint, and convergence speed.

3. Network experiments evaluate the consequences of limited network availability
which is a common issue on edge devices [32], by analyzing how unstable client par-
ticipation and network dropouts influence model performance and training efficiency.

5.1 Experimental Setup and Methodology

Each experiment is conducted on five Android smartphones unless stated otherwise
due to specific experimental requirements. These devices differ in compute power, memory
capacity, and Android OS version. Their specifications are summarized in the table 4.1.

Table 5.1 illustrates all the experimental hyperparameters which are available by the
implemented infrustructure (as described in Chapter 4) grouped into three main categories:
data, model, training. The data category includes parameters related to the dataset used
and how it is handled like the strategy selected for test set evaluation (e.g., global vs.
per-client), and then modifications applied to generate synthetic variants, as described in
Section 5.2. The model category contains the parameters related to DNNs model archi-
tectures, since only this is supported at this stage. There are the number of hidden layers,
hidden layer size, and learning rate. Training category include the number of participating
clients , the number of federated communication rounds, and the number of local training
epochs.
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Table 5.1. Summary of Configurable Parameters in Federated Learning Experiments

Parameter Category Description Comments

dataset_id Dataset Choice of HAR dataset Datasets differ in number of

classes, sampling rate, etc.

class_ratio Dataset Controls class imbalance per

client

Simulates non-IID label distri-

butions.

volume_knob Dataset Controls data volume per client Tests quantity-skew scenarios.

test_strategy Dataset Shared vs per-client test set default value: Shared test set

hidden_layer_sizes Model Neural-network architecture default value: [x, 10, 10, y]

(where x: input features, y:

output classes)

learning_rate Model Step size for gradient updates default value: 10�3

n_clients Training Number of participating clients default value: 5 (unless spec-

ified otherwise for experiment

requirements)

n_epochs Training Local training epochs per

round

default value: 3 (unless spec-

ified otherwise for experiment

requirements)

n_rounds Training FL communication rounds Typical range: 20–100 rounds,

depending on the experiment

In order to narrow down the parameters needed to be varied in each experiment,
a series of exploratory runs was conducted to establish reasonable default values. This
preliminary phase was essential to avoid unnecessary reconfiguration of every parameter
in each experiment, which would be impractical given the large number of hyperparame-
ters involved. Based on empirical observations from experiments conducted across all six
datasets, a lightweight neural network with two hidden layers of 10 units each, trained for 3
local epochs per round, was found to provide stable and reliable performance. The number
of FL communication rounds was set to 20, as increasing it beyond this value in most of
the cases examined yielded diminishing returns. However, this parameter may be adjusted
as needed in specific experiments that require additional training. Additional parameters,
such as batch size and learning rate, were fixed at 32 and 0.01, respectively. These were
found to have a less significant impact on performance compared to model architecture,
and including them in the hyperparameter search space would unnecessarily increase the
experiments complexity.

Finally, all experiments in this thesis use a consistent evaluation procedure based on
a single global test set, created by applying a 70%–30% train-test split before partitioning
the data across clients. Although using per-client test sets can provide insight into client-
specific performance and reveal heterogeneity among participants, this thesis focuses on
evaluating the performance of the resulted global model. Since this global model is ulti-
mately intended for deployment on new or unseen devices, a centralized test set offers a
more representative measure of its generalization ability. Moreover, a shared evaluation
test set provides uniform metric for comparing model performance across experimental
conditions

To ensure statistical significance and reproducibility, each experiment was conducted
three times using fixed random seeds (42, 1082, 2025).
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5.2 Impact of Data Heterogeneity and Client Scaling on Model
Performance

The first set of experiments will examine how HAR data characteristics influences
model dynamics in the FL setup across two key dimensions. The first experiment focuses
on how the inherent characteristics of HAR datasets impact model performance. As dis-
cussed in Chapter 3, HAR data can be collected using various sensors, including accelerom-
eters, gyroscopes, and PPG using both general-purpose (e.g. smartphones, smartwatches)
and specialized wearable devices (e.g., medical-grade wearables). These datasets differ in
sensor type and placement (e.g. wrist, ankle, chest) as well as in other aspects such as pre-
processing pipelines, feature representation (raw vs. handcrafted features), sampling rates,
and activity diversity. A broad set of six publicly available HAR datasets was selected to
ensure that these characteristics were well represented.

The remaining four experiments are designed to explore the effect of non-IID data,
which as discussed in Chapter 2.4 represents a core challenge in FL. In addition to the
inherent non-IID characteristics present in the datasets due to user and sensor specific
variations, synthetically partitioned datasets are also introduced using the methods de-
scribed in [7]. These synthetic partitions allow precise control over the size of skew levels
(e.g., low, moderate, high) enabling targeted investigation into the effects of data imbal-
ance. However, unlike real-world datasets, such synthetic partitions cannot fully replicate
the complex and often subtle correlations found in naturally decentralized data. Using
both real and synthetic non-IID distributions, a series of experiments is conducted to
evaluate different types of statistical heterogeneity. The second experiment explores la-
bel skew, where certain activity classes are missing or underrepresented in specific clients.
This is common in HAR settings, where frequent activities like walking or sitting tend to
dominate, while rare actions such as falling or cycling appear less often. Next quantity
skew is investigated where clients possess unequal volumes of training data. This scenario
reflects natural disparities among users, where some may generate far more sensor data
than others due to differences in usage patterns or device availability. Next the mix skew
is investigated by combining both label and quantity imbalances in order to create a more
complex and realistic non-IID scenario making FL model’s ability to generalize and con-
verge effectively even more challenging. Finally, client scaling is explored by gradually
increasing the number of participating clients while maintaining their true non-IID data
structure. Monitoring model’s ability to scale provides the most accurate assessment of its
expected performance under real-world conditions.

5.2.1 Model Evaluation Across HAR Datasets

To evaluate the model’s performance across the six different datasets, the data is shuf-
fled and randomly split among five clients. This approach removes the inherent non-IIDness
of the original datasets. This setup is intended to isolate the impact of dataset-specific
properties without introducing additional skew or imbalance. All the other experimental
parameters are set to their default values, as defined in Table 5.1.
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As shown in Figure 5.1, accuracy converges rapidly across all datasets. Most models
reach over 95% of their final accuracy by round 6, regardless of dataset characteristics
such as preprocessing pipeline, number of activity labels or number and type of sensor
modalities. Among all datasets, PAMAP2 achieved the highest final accuracy ( 98%),
while MHEALTH, PhysioNet Accelerometry, and UCI Smartphone HAR performed slightly
worst, achieving accuracies in the range of 87%–90%. MotionSense and HAR-Sense had
the lowest performance, with final accuracies between 76% and 79%.

Figure 5.1. Model Accuracy Convergence on Diverse HAR Datasets under IID Conditions

As show in confusion matrices presented in 5.2, MotionSense and PhysioNet datasets,
despite achieving relatively high overall accuracy, exhibit a clear bias toward dominant
classes such as walking and sitting. Models trained on these datasets tend to misclassify less
frequent activities, resulting in substantially lower macro-averaged F1-scores. In contrast,
datasets with more balanced class distributions, such as PAMAP2 and MHEALTH show
greater alignment between accuracy and F1 metrics, indicating that the models perform
more consistently across all activity classes.

Although this thesis does not intend to assess the impact of individual dataset char-
acteristics such as preprocessing methods or feature extraction techniques, some inter-
esting observations emerged from this experiment. First, datasets generated from raw
smartphone sensors (e.g., accelerometers, gyroscopes) resulted in poorer model perfor-
mance compared to those created using richer multi-sensor configurations, even when
the latter included a greater number of activity classes. For instance, MHEALTH (raw,
multi-sensor) and PAMAP2 (preprocessed, multi-sensor) both consistently outperformed
simpler, smartphone-only datasets. Moreover, the highest performance was achieved on
PAMAP2, which combines multiple synchronized sensors, extensive preprocessing, and a
well-balanced class distribution.

Regarding training time (see Figure 5.3), a key observation is that model compila-
tion dominates the overall runtime especially in smaller models. Across all datasets, the
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5.2.1 Model Evaluation Across HAR Datasets

(a) HARSense (b) UCI Smartphone Data (c) PAMAP2

(d) MHealth (e) PhysioNet Accel (f) MotionSense

Figure 5.2. Dataset Variation Experiment Confusion Matrices

(a) HARSense (b) UCI Smartphone Data (c) PAMAP2

(d) MHealth (e) PhysioNet Accel (f) MotionSense

Figure 5.3. Dataset Variation Experiments - Training time plots
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compilation step consumed up to 75% of total training time. Furthermore, while training
time without compilation remained relatively stable, training time including compilation
fluctuated significantly. This variation occurs since in contrast to the server, smartphones
were dedicated exclusively for the FL task so there where no other processes consuming
system resources. These figures clearly illustrate how server capabilities can impact con-
vergence speed, even though as discussed in Chapter 4.1.1, the compilation overhead only
exists because of TFLite’s inability to programmatically update model weights.

5.2.2 Effect of Label Imbalance Across Clients

All skew experiments (label, quantity, and mixed) are conducted using the HARSense
dataset since as shown in Experiment 5.2.1, HARSense was the overall worst-performing
dataset while maintaining relatively equal accuracy across all labels. In contrast, Mo-
tionSense showed even lower overall performance but exhibited significant imbalance in
label-wise accuracy, making it less suitable for controlled skew analysis. The test examines
three levels of label skewness low, moderate, and extreme in which every client will be
assigned with a dataset that completely misses 1,3 or 5 labels out of 6 respectively. Labels
are removed in a round-robin fashion to ensure balanced distribution of missing classes
across clients. For example, in the low-skew setting, if Client 1 has access to labels 2
through 6, then Client 2 will have labels 1 and 3 through 6, and so on.

As shown in Figure 5.4, under the low level of label skew, the model still converges
relatively well, reaching approximately 72% accuracy, slightly below the baseline for the
non-skewed configuration ( 79%). The corresponding confusion matrix shown in Figure
5.5 shows relatively balanced performance across most labels, though increased misclassi-
fication is observed for dynamic activities such as walking, downstairs, and upstairs.
For instance, of the 7490 walking samples, 3480 are misclassified as upstairs while only
3640 are correctly identified. Notably, upstairs does not degrade significantly, likely be-
cause this label is still present in the training sets of all five clients as we can see from the
distribution of test samples provided on table 5.2.

At the moderate skew level, where each client sees only three out of six labels, ac-
curacy plateaus at around 40% and confusion across labels becomes markedly worse. As
expected, downstairs deteriorates further, and walking continues to exhibit significant
misclassification. Interestingly, upstairs now also becomes more error-prone, aligning with
the fact that it is no longer present in every client’s training data.

At the extreme level of label skew, the model fails to converge and stabilizes at ap-
proximately 22% accuracy. The confusion matrix reveals widespread misclassifications,
but also highlights an interesting pattern in how predictions are distributed. Specifically,
the model disproportionately favors certain labels such as standing, downstairs, and
upstairs despite the fact that these labels have no clear advantage in sample size within
either the training or test sets. One possible explanation for this behavior is that labels
that frequently appear together on the same client such as downstairs and upstairs can
reinforce each other during local training, leading to their overepresentation in the global
model. Conversely, labels that are isolated to a single client such as running or walk-
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Figure 5.4. Effect of Progressive Label Skew on Model Accuracy

(a) Level 1/6 (b) Level 3/6 (c) Level 5/6

Figure 5.5. Confusion Matrices Under Increasing Label Skew Intensity

ing and lack cross-client occupation tend to be underrepresented or even ignored during
prediction. However, this reasoning does not fully account for the strong prediction bias
toward the standing class, which also appeared on only one client. This highlights the
fact that there are numerous local training dynamics that also influence the prediction
like label co-occurrence and client specific data distributions. While such extreme label
distributions may be rare in practical deployments, this experiment raises an important
and underexplored question. To what extent can FL systems effectively propagate label
knowledge across clients in the presence of missing label distributions? Based on our obser-
vations, improving this type of cross-client knowledge transfer could significantly enhance
FL performance in non-IID settings and it is an interesting direction for future research.

5.2.3 Effect of Data volume on Model Performance

Quantity skew experiments evaluate low, moderate, and extreme levels of data imbal-
ance by assigning each client 60%, 30%, or 10% of the original training data respectively.

From the accuracy convergence plot 5.6, it is clearly observed that the amount of
local data significantly influences both convergence speed and final model performance.
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Table 5.2. Per-Client Label Distribution Across Label Skew Configurations

Level Client Running Sitting Standing Walking Downstairs Upstairs

1/6

1 0 3 593 3 593 3 593 3 593 3 593
2 3 571 0 3 571 3 571 3 571 3 571
3 3 485 3 485 0 3 485 3 485 3 485
4 3 516 3 516 3 516 0 3 516 3 516
5 3 611 3 611 3 611 3 611 0 3 611
Total 14 183 14 205 14 291 14 260 14 165 17 776

3/6

1 0 3 593 0 3 593 0 3 593
2 3 571 0 3 571 0 3 571 0
3 0 3 485 0 3 485 0 3 485
4 3 516 0 3 516 0 3 516 0
5 0 3 611 0 3 611 0 3 611
Total 7 087 10 689 7 087 10 689 7 087 10 689

5/6

1 3 593 0 0 0 0 0
2 0 3 571 0 0 0 0
3 0 0 3 485 0 0 0
4 0 0 0 3 516 0 0
5 0 0 0 0 3 611 3 611
Total 3 593 3 571 3 485 3 516 3 611 3 611

In the low quantity skew setting the model reaches nearly 79% accuracy by round 20
which is almost identical to the baseline case where 100% data is present in each client.
With moderate skew (30%), convergence slows slightly and plateaus around 78%, while in
the extreme case (10%), the model still reaches 77% but with even slower convergence.
This result highlights that even with limited data, the model can maintain reasonable
performance likely due to the preserved label balance and the relatively simple architecture
that does not require large amount of data to generalize well. While the confusion matrices
(see Figure 5.7) show a gradual decline in classification performance as the skew increases,
no consistent misclassification pattern clearly emerges across all levels. Table 5.3 shows the
distribution of train set label counts for each client and quantity skew level. An interesting
extension to this experiment would be to explore uneven data distribution among clients
in order to explore how clients with less data may benefit from those with more, and vice
versa.

5.2.4 Combined Label and Quantity Skew

To further examine the challenges posed by non-IID data, mix skew experiments were
conducted by combining both label and quantity skew. Specifically, two configurations
were tested: a moderate level, in which each client was assigned only 30% of the original
training data and 3 out of 6 labels were omitted; and an extreme level, where clients
received just 10% of the training data and 5 out of 6 labels were missing. In the moderate
setting, convergence was still achieved, reaching 49% accuracy by round 20. In contrast,
in the extreme setting, convergence was nearly halted, with accuracy stagnating around
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5.2.4 Combined Label and Quantity Skew

Table 5.3. Per-Client Training Sample Counts in Quantity Skew Experiments

Level Client Running Sitting Standing Walking Downstairs Upstairs

60%

1 2 156 2 156 2 156 2 156 2 156 2 156
2 2 143 2 143 2 143 2 143 2 143 2 143
3 2 091 2 091 2 091 2 091 2 091 2 091
4 2 110 2 110 2 110 2 110 2 110 2 110
5 2 167 2 167 2 167 2 167 2 167 2 167
Total 10 667 10 667 10 667 10 667 10 667 10 667

30%

1 1 078 1 078 1 078 1 078 1 078 1 078
2 1 071 1 071 1 071 1 071 1 071 1 071
3 1 046 1 046 1 046 1 046 1 046 1 046
4 1 055 1 055 1 055 1 055 1 055 1 055
5 1 083 1 083 1 083 1 083 1 083 1 083
Total 5 333 5 333 5 333 5 333 5 333 5 333

10%

1 359 359 359 359 359 359
2 357 357 357 357 357 357
3 348 348 348 348 348 348
4 352 352 352 352 352 352
5 361 361 361 361 361 361
Total 1 777 1 777 1 777 1 777 1 777 1 777

Table 5.4. Per-Client Training Sample Counts in Mixed Skew Experiments

Level Client Running Sitting Standing Walking Downstairs Upstairs

Moderate

1 1 078 0 1 078 0 1 078 1 078
2 0 1 071 0 1 071 0 1 071
3 1 046 0 1 046 0 1 046 0
4 0 1 055 0 1 055 0 1 055
5 1 083 0 1 083 0 1 083 0
Total 3 207 2 126 3 207 2 126 3 207 3 204

Extreme

1 359 0 0 0 0 0
2 0 357 0 0 0 0
3 0 0 348 0 0 0
4 0 0 0 352 0 0
5 0 0 0 0 361 361
Total 359 357 348 352 361 361
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Figure 5.6. Impact of Data Volume Imbalance on Model Accuracy

(a) Level 60% (b) Level 30% (c) Level 10%

Figure 5.7. Confusion Matrices Under Different Levels of Quantity Skew

22%. The confusion matrices are shown in Figure 5.9, and the corresponding training-set
label distributions are detailed in Table 5.4.

5.2.5 Model Behavior Under Varying Client Participation

In this experiment, the number of participating clients is progressively increased from 2
to 5 in order to evaluate how model performance scales with broader client participation. It
will be conducted using the MotionSense dataset since in the dataset variation experiments
it had the weakest overall performance while it was collected from a relatively large pool
of 24 subjects. This subject diversity makes it ideal for examining how incremental client
participation affects model generalization. In comparison, the similarly underperforming
HARSense dataset includes data from only 12 subjects. To preserve the non-IID nature of
the dataset, each of the five available clients train data was assigned only the portion of
data associated with a single subject, as indicated by the dataset’s subject_id attribute.
As a result, when training with five clients, the global model was constructed using data
from only 5 out of the 24 total subjects (approximately 20% of the available data). The test
set, however was sampled from the entire dataset to preserve the original class distribution.
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5.2.5 Model Behavior Under Varying Client Participation

Figure 5.8. Effect of Combined Label and Quantity Skew on Model Performance

(a) Moderate Level 3/6 60% (b) Extreme Level 1/6 30%

Figure 5.9. Confusion Matrices Under Different Levels of Combined Label And Quantity
Skew

To establish a reference for the upper bound of performance under these constraints, an
additional experimentation run was conducted in which data from all 24 subjects was evenly
distributed across the five clients. In order to retain the subject-level non-IID structure
and have a more realistic deployment scenarios the subjects were grouped in contiguous
blocks rather than being randomly shuffled. For example, subjects 1 to 5 were assigned to
client 1, subjects 6 to 10 to client 2, and so on.

To provide a baseline under ideal conditions, the same client scaling analysis was also
repeated using IID data, allowing a direct comparison of how scaling affects FL performance
under both IID and non-IID settings.

As shown in Figure 5.10, in the IID setting, model performance improved slightly as
the number of clients increased. Accuracy range from approximately 0.77 with 2 clients
to just above 0.78 with 5 clients. Convergence was stable across all configurations, with
very low variance between rounds. This behavior is expected since under IID conditions,
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Figure 5.10. Impact of Client Count on Model Accuracy (IID Setting)

while increasing the number of clients adds more data per round, the underlying statistical
distribution remains virtually unchanged. As a result, the global model is exposed to
equivalent representative samples, leading to marginal improvements in generalization.

In contrast, Figure 5.11 reveals a more complex pattern under the non-IID setting.
Here, both accuracy and convergence are highly sensitive to the number of participating
clients. With only 2 clients, the model struggles to converge, fluctuating heavily and
achieving only 27–30% accuracy. As the number of clients increases to 3 and 4, accuracy
improves to approximately 35–40%, though the high variability between rounds persists.
With 5 clients, accuracy rises further to above 40%, but the instability persists.

One likely explanation for this fluctuation is inter-subject variability as described on
Chapter 3.2.1. Even within a lab-controlled HAR dataset, subjects differ in movement pat-
terns (e.g., gait, walking speed), and phone placement may vary slightly even if scripted.
In real-world settings, such variability would likely be even more pronounced. These obser-
vations demonostrate the potential value of model personalization, where the global model
is fine-tuned to adapt to a specific user’s data after FL training is completed. This step
could mitigate some of the generalization issues caused by diverse local data.

Interestingly, the upper-bound configuration where data from all 24 subjects was
evenly distributed across 5 clients, did not lead to a dramatic improvement in accuracy
as originally expected. While it did provide a more stable training curve it reaches an
accuracy of approximately 35%.This suggests that even with access to a broader subject
pool, the model struggles to learn a truly global representation. It may indicate that 24
subjects are still insufficient to fully capture the diversity of HAR especially in non-IID
settings. This experiment highlights the significant impact of data heterogeneity on model
generalization, as discussed in Chapter 2.4.3. In this case, the non-IID nature of the data
stems primarily from subject-level variability differences in movement patterns, behavior,
or sensor placement while the datasets across clients are otherwise balanced in size and
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Figure 5.11. Impact of Client Count on Model Accuracy (non-IID Setting)

class distribution. In real-world scenarios, where both label imbalance and data quantity
skew are more pronounced, this issue is likely to be even more severe. Given how impor-
tant this challenge is to the practical deployment of FL for HAR, further investigation is
essential. Specifically, it would be valuable to explore alternative aggregation algorithms
designed to handle non-IID data more effectively such as FedProx, SCAFFOLD and to as-
sess whether they offer better robustness and convergence in the presence of diverse client
distributions.

5.3 Energy Efficiency Trade-offs in Federated Learning

A core concern when deploying FL on mobile or edge devices is energy consumption.
These devices operate with inherently limited energy resources, and training over many
communication rounds can result in significant battery drain. Therefore, energy efficiency
is a critical consideration in the design and deployment of FL systems.

The total energy consumed by an edge device during training process can be expressed
as

E = Enet + Ec + Esys, (5.1)

where Enet is the energy used for network communication, Ec is the energy consumed
during computation, and Esys accounts for system-level energy costs (e.g. OS overhead and
background processes)[68].

While Enet and Ec are directly influenced by design parameters such as the number
of local epochs, communication rounds and model size, Esys is largely unrelated to these
variables and is instead determined by hardware-specific factors. As a result, we can
perform grid search over the parameters that influence Enet and Ec to identify the optimal
balance between energy consumption and model performance. This tuning process is
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guided by two key observations. First in wireless environments, communication energy
cost (Enet) is not negligible and can become a significant factor especially in settings where
the local model is lightweight and requires minimal computation, as is often the case in
HAR tasks. So by increasing the number of local training epochs per round, the total
number of communication rounds required for convergence can be reduced. This, in turn
reduces communication overhead and overall energy consumption. This insight leads to the
local vs. global computation trade-off, where more on-device training may reduce costly
network communication. Second, larger DNN models, with more layers and parameters
demand more energy for local training, but they tend to achieve better performance. This
introduces the energy vs. performance trade-off, where the challenge lies in balancing
computational cost with model accuracy. The objective of this section is to experimentally
evaluate both of these trade-offs.

The first experiment investigates the local computation vs global communication
trade-off by keeping the total number of gradient descent steps constant, while varying the
ratio between local epochs and global communication rounds. For example, configurations
such as 4 epochs × 25 rounds and 5 epochs × 20 rounds result in the same number of total
updates, but distribute the workload differently between local computation and network
communication. This allows us to assess whether increasing local training per round while
reducing the number of communication rounds can lead to more energy-efficient training
without compromising performance.

The second experiment examines how model size affects energy consumption, train-
ing time, and accuracy, aiming to identify the smallest model that delivers acceptable
performance while consuming the least energy.

As described in Chapter 4.5.3, the energy consumption during the FL process for
each round and device is calculated using equation 4.1, while the total energy required to
produce the final global model is computed using equation 4.2. However, among the five
client devices used in the experiment (see Table 4.1), Samsung SM-A510F did not expose
charge and voltage metrics, and Xiaomi M2006C3MNG consistently produced unreliable
or inconsistent readings. As a result, the average energy consumption was calculated using
data from the remaining three devices. Additionally, to estimate the total energy cost
across all five clients, the energy usage of the two excluded devices was approximated
using the mean consumption of the three valid devices.

Both of these experiments use the same low-level label skewed dataset configuration
described in Section 5.2.2 as it more accurately reflects the non-IID data distributions
encountered in real-world federated learning deployments.

5.3.1 Balancing Local Computation and Communication for Energy Ef-
ficiency

In this experiment, the total number of stochastic gradient descent steps is fixed at
100, while the configuration of local training epochs and federated communication rounds
is varied. The four training setups evaluated are: 1×100, 2×50, 4×25, and 10×10.

As shown in the top part of Figure 5.12, energy consumption per device decreases
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Figure 5.12. Energy-Accuracy Trade-off: Local Epochs vs Communication Rounds. Top:
Total energy consumption per device (in mWh) across varying local epoch and communica-
tion round configurations. Bottom: Final model accuracy (blue bars, left y-axis) vs. total
energy consumption (red line, right y-axis).

consistently as the number of communication rounds is reduced. This pattern is observed
across all three devices with valid energy readings (Realme RMX3370, Samsung SM-G975F,
Samsung SM-J730F) and aligns with expectations that fewer global updates which mean
fewer network transmissions are typically more energy-intensive than local computation.
Another interesting observation is that Realme RMX3370 which the newest most cabable
device in the group, consumes less energy than the older Samsung models across all config-
urations. This highlights how hardware efficiency plays a substantial role in total energy
usage in FL deployments.

The bottom part of Figure 5.12 shows the final model accuracy alongside the total
combined energy consumption for each configuration. Total energy across all five clients
(including estimates for the two with missing data) is as follows:

• 1×100: 2023.99 mWh

• 2×50: 1166.49 mWh

• 4x25: 655.75 mWh

• 10×10: 319.37 mWh

While the highest accuracy is achieved with 1×100 setting, the accuracy difference
between this and the more energy-efficient 10×10 configuration is marginal. Thus, the
energy cost of frequent communication is not justified by the relatively small performance
gains. One possible explanation for why more communication rounds may lead to improved
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accuracy is that more frequent model aggregation helps the global model better integrate
the diverse data patterns learned by individual clients. As demonstrated in the non-IID
experiments in Sections 5.2.2, 5.2.3, and 5.2.4, this effect is particularly important when
client data distributions are highly non-IID.

The most important takeaway though, is the dominant role of communication rounds
in energy consumption. Between the most communication-intensive configuration (1×100)
and the most efficient one (10×10), total energy use drops by over 84%, while accuracy re-
mains nearly unchanged. This demonstrates that energy savings in FL can be significantly
optimized by adjusting the balance between local computation and global synchronization.

5.3.2 Impact of Model Complexity on Energy Consumption

Figure 5.13. Impact of Model size on Accuracy

In this experiment, the impact of increasing model complexity on both energy con-
sumption and accuracy is evaluated. Five fully connected neural network configurations
are tested, with the same input and output dimensions but varying hidden layer sizes:

• model1: [16, 5, 5, 6]

• model2: [16, 10, 10, 6]

• model3: [16, 16, 16, 6]

• model4: [16, 32, 32, 6]

• model5: [16, 64, 64, 6].

Figure 5.13 shows how model accuracy evolves over federated rounds. As expected,
larger models consistently achieve better performance. The smallest model converges to
just over 55% accuracy, while the largest model5 reaches approximately 90%. Accuracy
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5.3.2 Impact of Model Complexity on Energy Consumption

Figure 5.14. Energy Cost vs Accuracy for Varying Model Architectures. Top: Total
energy consumption (in mWh) per device for different neural network configurations. Bot-
tom: Final model accuracy (blue bars, left y-axis) versus total energy consumption (red
line, right y-axis)

steadily improves with model size, however after the model4 gains start to wear out which
indicates diminishing returns beyond this point.

The top part of Figure 5.14 illustrates the energy consumption per device across all
tested model architectures, while the bottom part shows the final accuracy of the global
model along with the total energy consumed to reach that accuracy. One counter-intuitive
observation is that, although model accuracy improves significantly, from approximately
55% for the smallest model to 90% for the largest, the total energy consumption remains
relatively stable across all configurations:

• model1: 1120.14 mWh

• model2: 1073.27 mWh

• model3: 977.59 mWh

• model4: 1053.28 mWh

• model5: 1073.27 mWh

There are two possible explanations for this. First, the increase in model size may be
relatively small compared to the computational capabilities of the devices, meaning that
the additional workload does not substantially affect power consumption. Second, after
monitoring CPU load using Android Studio, it was observed that CPU usage clipped at
around 13% for each device. This is due to restrictions imposed by the Android OS, which
limits the CPU resources allocated to any single app. As a result, larger models may not
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increase CPU usage but instead extend the computation time. Although this leads to
higher overall energy consumption, the nature of this trade-off remains largely unexplored.

Nevertheless, these findings highlight the need for further investigation into the re-
lationship between model architecture and energy consumption. While as seen from the
accuracy improvements, model size clearly influences performance. On this specific examle
its impact on energy efficiency remains less straightforward. Given the results from the
previous experiment, where training configuration significantly affected energy usage, fu-
ture work should explore how architectural choices can affect both the accuracy and the
energy efficiency.

5.4 Robustness of FL Under Network Variability

Network conditions directly influence the convergence time of FL, as each FL round
consists of both computation and communication phases. In our initial tests, we eval-
uated the impact of varying signal quality which is measured using RSSI values, where
approximately –35dBm indicates strong signal strength and –78dBm indicates poor signal
strength. However, no significant fluctuation in convergence time was observed, regard-
less of network quality. This outcome was expected, as the experimental setup involved
relatively small models with few trainable parameters since over the course of 75 rounds,
approximately 3.72 MB of data was received and 0.52 MB was transmitted by each client.
Given these small communication payloads, variations in network bandwidth or signal
strength were found to have a negligible impact on overall training time. As a result, at-
tention was directed toward two more critical aspects of network conditions in FL systems.
First, due to unstable connections, clients may occasionally fail to participate in a given
round. This leads to the question: How robust is the global model when client availability
is probabilistic rather than guaranteed? Second, the scenario of permanent client dropouts
was considered, in which clients may leave the training process entirely. The key question
here is: To what extent does model performance degrade as the pool of participating clients
shrinks over time?

Both of these experiments use the same low-level label skewed dataset configuration
described in Section 5.2.2 as it more accurately reflects the non-IID data distributions
encountered in real-world federated learning deployments.

5.4.1 Impact of Intermittent Client Participation

To emulate the conditions of probabilistic client availability, each client is configured
to participate in any given round with a probabilitya 2 {25%, 50%75%100%}. This is
implemented by modifying the server logic to probabilistically include each client’s updates
in the aggregation step based on the specified value of a, while still maintaining five clients
as available participants throughout the experiment.

Figure 5.15 presents the model accuracy over time for each availability level as well as
a corresponding chart showing the number of clients participating in each round under the
different values of a. As illustrated, reduced client availability leads to slower convergence
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Figure 5.15. Model Convergence Stability under Probabilistic Client Participation

and increased instability in model accuracy. At 75% participation, fluctuations in accuracy
become immediately noticeable. While these fluctuations do grow more pronounced as par-
ticipation rates decrease further, the increase is not as dramatic as one might expect. Our
intuition is that, because FedAvg is not inherently robust to non-IID data, the algorithm
may already be operating near its limits even at 75% participation. As a result, further
reductions in participation have a less noticeable impact, since the performance degrada-
tion is already substantial. It is possible that with more robust aggregation methods, such
as FedProx or SCAFFOLD, we would observe a more pronounced drop in accuracy and a
sharper increase in instability as client availability decreases. Understanding how different
aggregation strategies respond to varying client availability in non-IID settings is an im-
portant direction for future research, as non-IID data remains one of the core challenges
and open issue in federated learning bibliography.

5.4.2 Model Resilience to Permanent Client Dropout

These experiments are conducted over a total of 40 federated rounds. The permanent
client dropouts are simulated by removing 1, 2, 3, and 4 clients respectively at round
40 when the model has undergone a substantial amount of training. These scenarios
are compared against a benchmark case in which all clients remain active throughout
the training process. To implement this setup, the server’s maximum number of clients
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required to initiate training is set to 5, and the minimum number of clients required to
continue training is set to 1. The specified clients are then manually disconnected after
round 20.

Figure 5.16. Effect of Permanent Client Dropout on Model Accuracy and Stability

The results are illustrated in Figure 5.16. When only one or two clients are removed
after round 20, the impact on model performance is relatively modest. Although the
final accuracy levels off sooner and does not continue improving as it does in the full-
client scenario, the model still manages to maintain a respectable accuracy in the range of
81–83%. However, when three clients drop out—leaving only two active participants—the
degradation becomes more pronounced. Accuracy declines to approximately 75%, and the
model begins to exhibit greater variance across rounds, signaling reduced stability. The
most severe scenario occurs when four clients are dropped, leaving only a single device to
continue training. In this case, convergence effectively halts, and accuracy drops sharply
to around 65%. This dramatic collapse underscores the critical importance of client di-
versity in federated learning: with data coming from just one user, the model lacks the
heterogeneity required to generalize well, resulting in overfitting and poor performance.
These findings highlight a critical challenge in federated learning: resilience to adversarial
attacks. The significant performance degradation observed in the absence of honest par-
ticipants underscores the system’s vulnerability to malicious clients. This raises concerns
about the robustness of federated learning against data poisoning or model manipulation
attacks, even though this experiment focused on a completely different issue. Addressing
this vulnerability is also an important direction for future research.
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Chapter 6

Conclusions and Future Directions

6.1 Summary of Contributions

This thesis evaluated the application of the FL paradigm in a real cross-device sce-
nario, focusing specifically on the HAR task. In contrast to the majority of existing FL
literature, which heavily relies on simulation-based environments and synthetic datasets,
this work addressed the practical constraints, trade-offs, and systemic limitations encoun-
tered when deploying FL on real mobile hardware. To support this evaluation, a complete
end-to-end FL system was developed, using Android smartphones as client devices for on-
device training (using TFLite) and a server implemented with the Flower framework. All
devices were connected via a local Wi-Fi network, enabling real-time communication and
coordination between clients and the central server during the FL process. The system
was tested using six publicly available HAR datasets, selected for their diversity in sens-
ing modalities, preprocessing techniques, and activity types. From the experiments, the
following core insights were derived:

• Impact of Non-IID Data on Model Performance: Client scaling experiments
(Chapter 5.2.5) demonstrated that even when data was relatively balanced and col-
lected under controlled conditions, differences in subject behavior, sensor positioning,
and hardware characteristics led to significant convergence variance.

• Energy Efficiency Through Training Configuration: Although HAR can be
addressed using relatively lightweight neural networks, energy consumption remains
a significant concern. Energy experiments (Chapter 5.3.1) showed that increasing
the number of local training epochs while reducing the number of communication
rounds reduced the total energy usage by up to 6×, without compromising model
accuracy. This demonstrates a practical trade-off for energy-aware FL deployments.

• Sensitivity to Network Variability: Network experiments revealed that FL per-
formance is highly sensitive to client dropout and intermittent availability. Even
moderate reductions in client participation introduced instability and delayed con-
vergence. These results underscore the need for more robust aggregation algorithms
to ensure reliability in real-world scenarios.

In summary, this thesis demonstrates both the potential and limitations of FL in real-
istic edge-device scenarios, while through the experimental findings, it provides empirical
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guidance for future research directions.

6.2 Limitations

Although this work provides valuable insights, it also has certain limitations that
should be acknowledged:

• System Heterogeneity: Although devices used in the experiments varied in hard-
ware capabilities and Android OS versions, no dedicated experiments were conducted
to isolate or quantify the impact of system heterogeneity on convergence speed or
model performance. While the study explores the three key aspects of FL (perfor-
mance, energy consumption, and network behavior), this fourth dimension remains
an important unexplored area. An interesting experiment would be to investigate
the impact of devices with limited computational capabilities relative to the rest of
the client pool on the overall system performance and convergence

• Partial Energy Data: Energy measurements were only available for three out of
five devices. For the two devices with missing or unreliable sensor data, energy
consumption was estimated using the average of the remaining devices. While this
approximation provided a practical workaround, it may not reflect the true energy
dynamics of those devices.

• Limited Device Scale: The evaluation was conducted on five Android smart-
phones, which is sufficient to demonstrate cross-device behavior but does not cap-
ture the complexities and scalability challenges of large-scale deployments which may
involve even millions of edge devices.

6.3 Directions for Future Research

Future work can be organized into two primary directions: i) extensions to the existing
framework and ii) broadening the scope of experimentation.

The first direction involves enhancing the current FL framework by incorporating
more robust aggregation algorithms, such as FedProx and SCAFFOLD, and evaluating
their performance against the baseline FedAvg approach within the HAR context. These
methods are specifically designed to address non-IID data distributions which is the most
critical challenges identified in this thesis. As shown in the client scaling experiment with
non-IID data (Chapter 5.2.5), evaluating these algorithms under realistic conditions may
provide deeper insight into their potential for improving convergence and system stability.

The second direction involves expanding the scope of experimentation to explore new
dimensions of FL behavior. For instance, the label skew experiments (Chapter 5.2.2)
raise the question of how effectively FL systems can propagate label knowledge when cer-
tain classes are completely missing from some clients. Improving this type of cross-client
knowledge transfer could significantly enhance model performance in highly skewed or frag-
mented data settings. Similarily, the quantity skew experiments (Chapter 5.2.3) suggest
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that further exploration is needed into how uneven data distributions impact collaboration
among clients. In particular, it would be valuable to examine whether clients with limited
local data can benefit from those with richer datasets, and how this imbalance influences
global model performance.

Another key area for future research concerns the relationship between model archi-
tecture and energy efficiency. While this thesis explored varying model sizes, the con-
nection between architectural complexity and energy consumption remains underexplored.
As demonstrated in Chapter 5.3.2 future work should investigate how model architecture
choices affect both accuracy and energy efficiency. Constructing energy-to-accuracy trade-
off curves could be valuable tool to identify the optimal balance for resource-constrained
edge deployments.

Finally, results from the network-related experiments suggest that current FL work-
flows are highly sensitive to partial client participation. As shown in Chapter 5.4.1, de-
creasing client availability due to intermittent connectivity can lead to increased instability
and reduced model accuracy, especially under non-IID data distributions. Exploring more
robust aggregation algorithms, such as FedProx or SCAFFOLD, may help mitigate this
degradation by better handling the effects of data heterogeneity. Chapter 5.4.2 further
highlights the challenge of permanent client dropout, where the removal of participants
led to significant performance losses. Although the experiment did not explicitly target
adversarial attacks, the results highlight FL’s vulnerability to scenarios involving mali-
cious clients, where techniques such as model poisoning can significantly degrade model
performance. Addressing these robustness challenges is essential for enabling reliable FL
deployment in real-world, non-IID, and potentially adversarial environments.
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List of Abbreviations

AI Artificial Intelligence

ML Machine Learning

NN Neural Network

SVM Support Vector Machine

DNN Deep Neural Network

CNN Convolutional Neural Network

RNN Recurrent Neural Network

ReLU Rectified Linear Unit

FL Federated Learning

GDPR General Data Protection Regulation

HIPAA Health Insurance Portability and Accountability Act

IID Independent and Identically Distributed

FedAvg Federated Averaging

FATE Federated AI Technology Enabler

gRPC gRPC Remote Procedure Call

HAR Human Activity Recognition

IoT Internet of Things

DDoS Distributed Denial of Service

Diploma Thesis 85



List of Abbreviations

MQTT Message Queuing Telemetry Transport

REST Representational State Transfer

TCP Transmission Control Protocol

MRI Magnetic Resonance Imaging

NLP Natural Language Processing

RAM Random Access Memory

CPU Central Processing Unit

SCAFFOLD Stochastic Controlled Averaging for Federated Learning

TFF TensorFlow Federated

ADL Activities of Daily Living

ECG Electrocardiogram

EDA Electrodermal Activity

FFT Fast Fourier Transform

IMU Inertial Measurement Unit

LPF Low Pass Filter

NIDS Network Intrusion Detection Systems

PPG Photoplethysmography

PSD Power Spectral Density

CSV Comma-Separated Values

FN False Negative

FP False Positive
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TN True Negative

TP True Positive

UI User Interface

GUI Graphical User Interface

HTTP Hypertext Transfer Protocol

IP Internet Protocol

RSSI Received Signal Strength Indicator

TFLite TensorFlow Lite

dBm Decibel-Milliwatts

mAh Milliampere-Hour

mWh Milliwatt-Hour

OS Operating System

CIFAR-10 Canadian Institute For Advanced Research 10-class dataset

GPS Global Positioning System
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